# Relational modelling

## Database structure

* Data is organized in database in the form of tables as rows and columns
* Constraints define how data is saved
* Entities are essential building blocks in database. It is a basic object with independent existence.
* An entity instance is a single occurrence of an entity
* Attributes provide information for each entity. i.e, it describes the characteristics or additional details about the entity.

## Normalization

* Formal technique for analyzing a relation based on its primary key and functional dependencies between its attributes.

**Goal**: reduce redundancy, reduce anomalies

* As normalization proceeds, relations become progressively more restricted (stronger) in format and also less vulnerable to insert/update/delete anomalies

## Relationships

Meaningful business associations.

### Multiplicity

* Cardinality - maximum number of possible relationship occurrences for an entity
* Participation - optional or mandatory

### Types of relations

There are 3 different types of relations in the database:

* one-to-one
* one-to-many, and
* many-to-many

### One-to-many relation

It’s the most commonly used and the remaining two are “subtypes” of this one. Let’s start with a real-life problem.

**Example**

Imagine that we want to store a list of all our customers in the database. For each customer, we also want to store the city where this customer is located, and we know that the customer will be in exactly one city.

This the typical example of one-to-many relation and this is how we solved it in our model:
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We simply established a relation from the **city.id** to **customer.city\_id**. And this works, because the customer can be only in one city and the city could have many different customers located in it.

When you want to determine the nature of the relation you need to establish between two tables just do this. In our example – For **one** city, we could have **many** different customers located in it. And the other way around – For **one** customer, we can have only **one** city it’s located in.

So, how to choose between these 3 different types of relations? If you said the word “many” only once, then this is one-to-many relation. If you would use the word “many” two times, the relation would be many-to-many. And if you wouldn’t use it at all, then it would be one-to-one.

**Tip**: put the primary key of one side as a FK in the many side table.

### **Many-to-many relation**

The second out of three types of relations is a many-to-many type. This type is used when both tables could have multiple rows on the other side. Let’s see an example.

**Example**

We need to store calls between employees and customers.

**One** employee, during the time, could call **many** customers. Also, **one** customer, during the time, could receive calls from **many** employees.

Notice that we’ve mentioned the word “many” two times. This is the signal we need to resolve this using many-to-many relation (out of 3 types of relations we have on disposal). To solve it we’ll create an associative entity as follows:

* Add a table between tables **employee** and **customer**
* Add foreign keys (**employee\_id** & **customer\_id**) to that new table (**call**)
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Now, when we look from the employee perspective, **one** employee could make **many** (multiple) calls. On the other hand, **one** customer could be related to **many** (multiple) calls. Therefore, many-to-many relation is implemented with adding a new table and one-to-many relations from both sides.

### **One-to-one relation**

Compared to previously mentioned types of relations, this one is really rarely used. Let’s go with an example.

**Example**

In the database, we want to store employees, but also their valid identity cards. We’re not interested in storing any other types of documents or identity cards that were previously valid, so we need exactly 1 (or none) identity card for 1 employee.

Let’s check this truly is a one-to-one relation. We’ve been given these rules: **One** employee could have only **one** valid identity card in our system. **One** identity card could belong to only **one** employee. We haven’t used the word “many”, so this can’t be any type of relation including the word “many”.

## Denormalization

Denormalization is a database optimization technique in which we add redundant data to one or more tables. This can help us avoid costly joins in a relational database.

**When and Why to Use Denormalization**

1. **Maintaining history**: Data can change during time, and we need to store values that were valid when a record was created. What kind of changes do we mean? Well, a person’s first and last name can change; a client also can change their business name or any other data. Task details should contain values that were actual at the moment a task was generated. We wouldn’t be able to recreate past data correctly if this didn’t happen. We could solve this problem by adding a table containing the history of these changes. In that case, a select query returning the task and a valid client name would become more complicated. Maybe an extra table isn’t the best solution.
2. **Improving query performance**: Some of the queries may use multiple tables to access data that we frequently need. Think of a situation where we’d need to join 10 tables to return the client’s name and the products that were sold to them. Some tables along the path could also contain large amounts of data. In that case, maybe it would be wise to add a client\_id attribute directly to the products\_sold table.
3. **Speeding up reporting**: We need certain statistics very frequently. Creating them from live data is quite time-consuming and can affect overall system performance. Let’s say that we want to track client sales over certain years for some or all clients. Generating such reports out of live data would “dig” almost throughout the whole database and slow it down a lot. And what happens if we use that statistic often?
4. **Computing commonly-needed values up front:** We want to have some values ready-computed so we don’t have to generate them in real time.

It’s important to point out that you don’t need to use denormalization if there are no performance issues in the application. But if you notice the system is slowing down – or if you’re aware that this could happen – then you should think about applying this technique. Before going with it, though, consider other options, like query optimization and proper indexing.

# SQL Server Essentials

## Components

* Database Engine
* Replication
* Full Text Search
* Analysis Services (SSAS)
* Reporting Services (SSRS)
* Integration Services (SSIS – ETL)
* Management Studio (SSMS)
* Configuration Manager (SSCM)
* Development Tools (SSD

# Transact SQL (T-SQL)

It is a query language, based on ANSI SQL Standard.

T-SQL has three general types of languages

1. **Data Definition Language - DDL**

CREATE, ALTER, DROP

1. **Data Manipulation Language – DML**

SELECT, INSERT, UPDATE, DELETE

1. **Data Control Language - DCL**

GRANT, REVOKE

## Data Types

### Main Categories

* Numeric
  + Exact numeric
  + Approximate numeric
* Temporal
* String
  + Unicode characters
  + Binary strings
* Other

### Exact numerics

* [bigint](https://docs.microsoft.com/en-us/sql/t-sql/data-types/int-bigint-smallint-and-tinyint-transact-sql?view=sql-server-ver15)
* [numeric](https://docs.microsoft.com/en-us/sql/t-sql/data-types/decimal-and-numeric-transact-sql?view=sql-server-ver15)
* [bit](https://docs.microsoft.com/en-us/sql/t-sql/data-types/bit-transact-sql?view=sql-server-ver15)
* [smallint](https://docs.microsoft.com/en-us/sql/t-sql/data-types/int-bigint-smallint-and-tinyint-transact-sql?view=sql-server-ver15)
* [decimal](https://docs.microsoft.com/en-us/sql/t-sql/data-types/decimal-and-numeric-transact-sql?view=sql-server-ver15)
* [smallmoney](https://docs.microsoft.com/en-us/sql/t-sql/data-types/money-and-smallmoney-transact-sql?view=sql-server-ver15)
* [int](https://docs.microsoft.com/en-us/sql/t-sql/data-types/int-bigint-smallint-and-tinyint-transact-sql?view=sql-server-ver15)
* [tinyint](https://docs.microsoft.com/en-us/sql/t-sql/data-types/int-bigint-smallint-and-tinyint-transact-sql?view=sql-server-ver15)
* [money](https://docs.microsoft.com/en-us/sql/t-sql/data-types/money-and-smallmoney-transact-sql?view=sql-server-ver15)

### Approximate numerics

* [float](https://docs.microsoft.com/en-us/sql/t-sql/data-types/float-and-real-transact-sql?view=sql-server-ver15)
* [real](https://docs.microsoft.com/en-us/sql/t-sql/data-types/float-and-real-transact-sql?view=sql-server-ver15)

### Date and time

* [date](https://docs.microsoft.com/en-us/sql/t-sql/data-types/date-transact-sql?view=sql-server-ver15)
* [datetimeoffset](https://docs.microsoft.com/en-us/sql/t-sql/data-types/datetimeoffset-transact-sql?view=sql-server-ver15)
* [datetime2](https://docs.microsoft.com/en-us/sql/t-sql/data-types/datetime2-transact-sql?view=sql-server-ver15)
* [smalldatetime](https://docs.microsoft.com/en-us/sql/t-sql/data-types/smalldatetime-transact-sql?view=sql-server-ver15)
* [datetime](https://docs.microsoft.com/en-us/sql/t-sql/data-types/datetime-transact-sql?view=sql-server-ver15)
* [time](https://docs.microsoft.com/en-us/sql/t-sql/data-types/time-transact-sql?view=sql-server-ver15)

### Character strings

* [char](https://docs.microsoft.com/en-us/sql/t-sql/data-types/char-and-varchar-transact-sql?view=sql-server-ver15)
* [varchar](https://docs.microsoft.com/en-us/sql/t-sql/data-types/char-and-varchar-transact-sql?view=sql-server-ver15)
* [text](https://docs.microsoft.com/en-us/sql/t-sql/data-types/ntext-text-and-image-transact-sql?view=sql-server-ver15)

### Binary strings

* [binary](https://docs.microsoft.com/en-us/sql/t-sql/data-types/binary-and-varbinary-transact-sql?view=sql-server-ver15)
* [varbinary](https://docs.microsoft.com/en-us/sql/t-sql/data-types/binary-and-varbinary-transact-sql?view=sql-server-ver15)
* [image](https://docs.microsoft.com/en-us/sql/t-sql/data-types/ntext-text-and-image-transact-sql?view=sql-server-ver15)

### Other data types

* [cursor](https://docs.microsoft.com/en-us/sql/t-sql/data-types/cursor-transact-sql?view=sql-server-ver15)
* [rowversion](https://docs.microsoft.com/en-us/sql/t-sql/data-types/rowversion-transact-sql?view=sql-server-ver15)
* [hierarchyid](https://docs.microsoft.com/en-us/sql/t-sql/data-types/hierarchyid-data-type-method-reference?view=sql-server-ver15)
* [uniqueidentifier](https://docs.microsoft.com/en-us/sql/t-sql/data-types/uniqueidentifier-transact-sql?view=sql-server-ver15)
* [sql\_variant](https://docs.microsoft.com/en-us/sql/t-sql/data-types/sql-variant-transact-sql?view=sql-server-ver15)
* [xml](https://docs.microsoft.com/en-us/sql/t-sql/xml/xml-transact-sql?view=sql-server-ver15)
* [Spatial Geometry Types](https://docs.microsoft.com/en-us/sql/t-sql/spatial-geometry/spatial-types-geometry-transact-sql?view=sql-server-ver15)
* [Spatial Geography Types](https://docs.microsoft.com/en-us/sql/t-sql/spatial-geography/spatial-types-geography?view=sql-server-ver15)
* [table](https://docs.microsoft.com/en-us/sql/t-sql/data-types/table-transact-sql?view=sql-server-ver15)

### decimal and numeric (Transact-SQL)

**decimal**[ **(**p[ **,**s] **)**] and **numeric**[ **(**p[ **,**s] **)**]

![Numerical, decimal Data Types in SQL](data:image/jpeg;base64,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)

p (precision)  
The maximum total number of decimal digits to be stored. This number includes both the left and the right sides of the decimal point. The precision must be a value from 1 through the maximum precision of 38. The default precision is 18.

s (scale)  
The number of decimal digits that are stored to the right of the decimal point. This number is subtracted from p to determine the maximum number of digits to the left of the decimal point. Scale must be a value from 0 through p, and can only be specified if precision is specified. The default scale is 0 and so 0 <= s <= p.

There is a small difference between NUMERIC(p,s) and DECIMAL(p,s). NUMERIC determines the **exact precision and scale**. DECIMAL specifies **only the exact scale**; the precision is equal or greater than what is specified by the coder. DECIMAL columns can have a larger-than-specified precision if this is more convenient or efficient for the database system.

## Manage data with Transact- SQL

To write correct and robust T-SQL code, it’s important to first understand the roots of the language, as well as a concept called logical query processing. You also need to understand the structure of the SELECT statement and how to use its clauses to perform data manipulation tasks like filtering and sorting. You often need to combine data from different sources, and one of the ways to achieve this in T-SQL is using set operators.

### Foundations of T-SQL

T-SQL is based on strong mathematical foundations. Understanding some of the key principles from those foundations can help you better understand the language you are dealing with. Then you will think in T-SQL terms when coding in T-SQL, as opposed to coding with T-SQL while thinking in procedural terms.

SQL Server also supports other languages, like Microsoft Visual C# and Microsoft Visual Basic, but T-SQL is usually the preferred language for data management and manipulation.

Standard SQL is based on the relational model, which is a mathematical model for data management and manipulation. A relation in the relational model is what SQL represents with a table. A relation has a heading and a body. The heading is a set of attributes (what SQL attempts to represent with columns), each of a given type. An attribute is identified by name and type name. The body is a set of tuples (what SQL attempts to represent with rows). Each tuple’s heading is the heading of the relation. Each value of each tuple’s attribute is of its respective type.

Even when the table doesn’t allow duplicate rows, a query against the table can still return duplicate rows in its result. Consider the following query:

USE TSQLV4;

SELECT country

FROM HR.Employees;

T-SQL does give you enough tools so that if you want to follow relational theory, you can do so. For example, the language provides you with a DISTINCT clause to remove duplicates. Here’s the revised query:

SELECT DISTINCT country

FROM HR.Employees;

Another fundamental aspect of a set is that there’s no relevance to the order of the elements. For this reason, rows in a table have no particular order, conceptually.

SQL Server can choose between different physical access methods to process the query, knowing that it doesn’t need to guarantee the order in the result. For example, SQL Server could decide to parallelize the query or scan the data in file order (as opposed to index order).

If you do need to guarantee a specific presentation order to the rows in the result, you need to add an ORDER BY clause to the query, as follows:

SELECT empid, lastname

FROM HR.Employees

ORDER BY empid;

This time, the result isn’t relational, it’s what standard SQL calls a cursor. The order of the rows in the output is guaranteed based on the empid attribute.

T-SQL does keep track of ordinal positions of columns based on their order of appearance in the table definition. When you issue a query with SELECT \*, you are guaranteed to get the columns in the result based on definition order. Also, T-SQL allows referring to ordinal positions of columns from the result in the ORDER BY clause, as follows:

SELECT empid, lastname

FROM HR.Employees

ORDER BY 1;

However, this practice is not recommended.

T-SQL has another deviation from the relational model in that it allows defining result columns based on an expression without assigning a name to

the target column. For example, the following query is valid in T-SQL:

SELECT empid, firstname + ' ' + lastname

FROM HR.Employees;

But according to the relational model, all attributes must have names. In order for the query to be relational, you need to assign an alias to the target

attribute. You can do so by using the AS clause, as follows:

SELECT empid, firstname + ' ' + lastname AS fullname

FROM HR.Employees;

Also, with T-SQL a query can return multiple result columns with the same name. For example, consider a join between two tables, T1 and T2, both with a column called keycol. With T-SQL, a SELECT list can look like the following:

SELECT T1.keycol, T2.keycol ...

For the result to be relational, all attributes must have unique names, so you would need to use different aliases for the result attributes as follows:

SELECT T1.keycol AS key1, T2.keycol AS key2 ...

#### Two value vs three value logic:

As for predicates, following the law of excluded middle in mathematical

logic, a predicate can evaluate to true or false. In other words, predicates are

supposed to use two-valued logic. However, Codd wanted to reflect the

possibility for values to be missing in his model. He referred to two kinds of

missing values: missing but applicable (A-Values marker) and missing but

inapplicable (I-Values marker). As an example for a missing but applicable

case, consider a mobilephone attribute of an employee. Suppose that an

employee has a mobile phone, but did not want to provide this information,

for example, for privacy reasons. As an example for a missing but

inapplicable case, consider a salescommission attribute of an employee. This

attribute is applicable only to sales people, but not to other kinds of

employees. According to Codd, a language based on his model should

provide two different markers for the two cases. T-SQL—again, based on

standard SQL—implements only one general-purpose marker called NULL

for any kind of missing value. This leads to three-valued predicate logic.

Namely, when a predicate compares two values, for example, mobilephone =

‘(425) 555-0136’, if both are present, the result evaluates to either true or

false. But if at least one of them is NULL, the result evaluates to a third

logical value—unknown. That’s the case both when you use the equality

operator = and when you use an inequality operator such as: <>, >, >=, <, <=.

**Using correct terminology**

As an example of incorrect terms in T-SQL, people often use the terms

“field” and “record” to refer to what T-SQL calls “column” and “row,”

respectively. Fields and records are physical. Fields are what you have in user

interfaces in client applications, and records are what you have in files and

cursors. Tables are logical, and they have logical rows and columns.

Another example of an incorrect term is referring to “NULL values.” A

NULL is a marker for a missing value—not a value itself. Hence, the correct

usage of the term is either just “NULL” or “NULL marker.” Personally, I

prefer the former.

### Understanding logical query processing

T-SQL has both logical and physical sides to it. The logical side is the

conceptual interpretation of the query that explains what the correct result of

the query is. The physical side is the processing of the query by the database

engine. Physical processing must produce the result defined by logical query

processing. To achieve this goal, the database engine can apply optimization.

Optimization can rearrange steps from logical query processing or remove

steps altogether, but only as long as the result remains the one defined by

logical query processing. The focus of this section is logical query processing

—the conceptual interpretation of the query that guarantees returning what I

defined as the correct result.

T-SQL, being based on standard SQL, is a declarative English-like language.

In this language, declarative means you define what you want, as opposed to

imperative languages that define also how to achieve what you want.

You provide your instructions in an Englishlike manner. For example, consider the instruction, “Bring me a soda from the refrigerator.” Observe that in the English instruction, the object comes before the location. Consider the following request in T-SQL:

SELECT shipperid, phone, companyname

FROM Sales.Shippers;

Observe the similarity of the query’s keyed-in order to English. The query

first indicates the SELECT list with the attributes you want to return, and

then the FROM clause with the table you want to query.

Now try to think of the order in which the request needs to be logically

interpreted. For example, how would you define the instructions to a robot

instead of a human? The original English instruction to get a soda from the

refrigerator would probably need to be revised to something like, “Go to the

refrigerator; open the door; get a soda; bring it to me.”

Similarly, the logical processing of a query must first know which table is

being queried before it can know which attributes can be returned from that

table. Therefore, contrary to the keyed-in order of the previous query, the

logical query processing has to be as follows:

FROM Sales.Shippers

SELECT shipperid, phone, companyname

Following are the main query clauses specified in the order that you are

supposed to type them (known as “keyed-in order”):

**1.** SELECT

**2.** FROM

**3.** WHERE

**4.** GROUP BY

**5.** HAVING

**6.** ORDER BY

But as mentioned, the logical query processing order, which is the

conceptual interpretation order, is different. It starts with the FROM clause.

Here is the logical query processing order of the six main query clauses:

**1.** FROM

**2.** WHERE

**3.** GROUP BY

**4.** HAVING

**5.** SELECT

**6.** ORDER BY

Consider the following query as an example:

SELECT country, YEAR(hiredate) AS yearhired, COUNT(\*) AS

numemployees

FROM HR.Employees

WHERE hiredate >= '20140101'

GROUP BY country, YEAR(hiredate)

HAVING COUNT(\*) > 1

ORDER BY country, yearhired DESC;

This query is issued against the HR.Employees table. It filters only

employees that were hired in or after the year 2014. It groups the remaining

employees by country and the hire year. It keeps only groups with more than

one employee. For each qualifying group, the query returns the hire year and

count of employees, sorted by country and hire year, in descending order.

Note that an alias created by the SELECT phase isn’t even visible to other

expressions that appear in the same SELECT list. For example, the following

query isn’t valid:

SELECT empid, country, YEAR(hiredate) AS yearhired,

yearhired - 1 AS prevyear

FROM HR.Employees;

This query generates error:

The reason that this isn’t allowed is that all expressions that appear in the

same logical query-processing step are treated as a set, and a set has no order.

In other words, conceptually, T-SQL evaluates all expressions that appear in

the same phase in an all-at-once manner

#### Getting started with the SELECT statement

**The FROM clause**

According to logical query processing, the FROM clause is the first clause to

be evaluated logically in a SELECT query. The FROM clause has two main

roles:

* It’s the clause where you indicate the tables that you want to query.
* It’s the clause where you can apply table operators like joins to input

tables.

SELECT empid, firstname, lastname, country

FROM HR.Employees;

Observe the use of the two-part name to refer to the table. The first part

(HR) is the schema name and the second part (Employees) is the table name.

In some cases, T-SQL supports omitting the schema name, as in FROM

Employees, in which case it uses an implicit schema name resolution process.

It is considered a best practice to always explicitly indicate the schema name.

This practice can prevent you from ending up with a schema name that you

did not intend to use, and can also remove the cost involved in the implicit

resolution process, although this cost is minor.

In the FROM clause, you can alias the queried tables with your chosen

names. You can use the form <table> <alias>, as in HR.Employees E, or

<table> AS <alias>, as in HR.Employees AS E. The latter form is more

readable. When using aliases, the convention is to use short names, typically

one letter that is somehow indicative of the queried table, like E for

Employees. Then, when referring to an ambiguous column name in a multitable query (same column name appears in multiple queried tables), to avoid ambiguity, you add the table alias as a column prefix.

Note that if you assign an alias to a table, you basically rename the table

for the duration of the query. The original table name isn’t visible anymore;

only the alias is. Normally, you can prefix a column name you refer to in a

query with the table name, as in Employees.empid. However, if you aliased

the Employees table as E, the reference Employees.empid is invalid; you

have to use E.empid, as the following example demonstrates:

SELECT E.empid, firstname, lastname, country

FROM HR.Employees AS E;

If you try running this code by using the full table name as the column

prefix, the code will fail.

**The SELECT clause**

The SELECT clause of a query has two main roles:

* It evaluates expressions that define the attributes in the query’s result, assigning them with aliases if needed.
* Using a DISTINCT clause, you can eliminate duplicate rows in the

result if needed.

T-SQL supports using an asterisk (\*) as an alternative to listing all

attributes from the input tables, but this is considered a bad practice for a

number of reasons. Often, you need to return only a subset of the input

attributes, and using an \* is just a matter of laziness. By returning more

attributes than you really need, you can prevent SQL Server from using what

would normally be considered covering indexes with respect to the

interesting set of attributes. You also send more data than is needed over the

network, and this can have a negative impact on the system’s performance. In

addition, the underlying table definition could change over time; even if,

when the query was initially authored, \* really represented all attributes you

needed; it might not be the case anymore at a later point in time. For these

reasons and others, it is considered a best practice to always explicitly list the

attributes that you need.

In the SELECT clause, you can assign your own aliases to the expressions

that define the result attributes. There are a number of supported forms of

aliasing:

* <expression> AS <alias> as in empid AS employeeid,
* <expression> <alias> as in empid employeeid,
* <alias> = <expression> as in employeeid = empid.

There are two main uses for intentional attribute aliasing. One is renaming

—when you need the result attribute to be named differently than the source

attribute—for example, if you need to name the result attribute employeeid

instead of empid, as follows:

SELECT empid AS employeeid, firstname, lastname

FROM HR.Employees;

Another use is to assign a name to an attribute that results from an

expression that would otherwise be unnamed. For example, suppose you need

to generate a result attribute from an expression that concatenates the

firstname attribute, a space, and the lastname attribute. You use the following

query:

SELECT empid, firstname + N' ' + lastname

FROM HR.Employees;

By aliasing the expression, you assign a name to the result attribute,

making the result of the query relational, as follows.

SELECT empid, firstname + N' ' + lastname AS fullname

FROM HR.Employees;

There’s an interesting difference between standard SQL and T-SQL in

terms of minimal SELECT query requirements. According to standard SQL,

a SELECT query must have at minimum FROM and SELECT clauses.

Conversely, T-SQL supports a SELECT query with only a SELECT clause

and without a FROM clause. Such a query is as if issued against an imaginary

table that has only one row. For example, the following query is invalid

according to standard SQL, but is valid according to T-SQL:

SELECT 10 AS col1, 'ABC' AS col2;

The output of this query is a single row with attributes resulting from the

expressions with names assigned using the aliases:

col1 col2

----------- ----

10 ABC

#### Filtering data with predicates

Filtering data is one of the most fundamental aspects of T-SQL querying.

Almost every query that you write involves some form of filtering.

**Predicates and three-valued-logic**

Consider the following query, which filters only employees from the US:

SELECT empid, firstname, lastname, country, region, city

FROM HR.Employees

WHERE country = N'USA';

In case you’re wondering why the literal ‘USA’ is preceded with the letter

N as a prefix, that’s to denote a Unicode character string literal, because the

country column is of the data type NVARCHAR. Had the country column

been of a regular character string data type, such as VARCHAR, the literal

should have been just ‘USA’.

When NULLs are not possible in the data that you’re filtering, such as in

the above example, T-SQL uses two-valued logic; namely, for any given row

the predicate can evaluate to either true or false. The filter returns only the

rows for which the predicate evaluates to true and discards the ones for which

the predicate evaluates to false.

However, when NULLs are possible in the data, things get trickier. For

instance, consider the following query:

SELECT empid, firstname, lastname, country, region, city

FROM HR.Employees

WHERE region = N'WA';

Here you’re looking for only those employees who are from Washington

(have WA in the region attribute). It’s clear that the predicate evaluates to

true for rows that have WA in the region attribute and that those rows are

returned. It’s also clear that the predicate would have evaluated to false had

there been any rows with a present region other than WA, for example CA,

and that those rows would have been discarded. However, remember that the

predicate evaluates to unknown for rows that have a NULL in the region

attribute, and that the WHERE clause discards such rows. This happens to be

the desired behavior in our case because you know that when the region is

NULL, it can’t be Washington. However, remember that even when you use

the inequality operator <> a comparison with a NULL yields unknown. For

instance, suppose that you wanted to return only employees with a region

other than Washington, and that you used the following query in attempt to

achieve this:

SELECT empid, firstname, lastname, country, region, city

FROM HR.Employees

WHERE region <> N'WA';

The predicate evaluates to false for rows with WA in the region attribute

and those rows are discarded. The predicate would have evaluated to true had

there been rows with a present region other than WA, and those rows would

have been returned. However, the predicate evaluates to unknown for rows

with NULL in the region attribute, and those rows get discarded, even though

you know that if region is NULL, it cannot be Washington. This query

returns an empty set because our sample data contains only rows with either

WA or NULL in the region attribute:

This is an example where you need to intervene and add some logic to

your query to also return the rows where the region attribute is NULL. Be

careful though not to use an equality operator when looking for a NULL

because remember that nothing is considered equal to a NULL—not even

another NULL. The following query still returns an empty set:

SELECT empid, firstname, lastname, country, region, city

FROM HR.Employees

WHERE region <> N'WA'

OR region = NULL;

T-SQL supports the IS NULL and IS NOT NULL operators to check if a

NULL is or isn’t present, respectively. Here’s the solution query that

correctly handles NULLs:

SELECT empid, firstname, lastname, country, region, city

FROM HR.Employees

WHERE region <> N'WA'

OR region IS NULL;

**Combining predicates**

You can combine predicates in the WHERE clause by using the logical

operators AND and OR. You can also negate predicates by using the NOT

logical operator.

What can be surprising to some is what happens when you negate

unknown—NOT unknown is still unknown. Recall from the previous section

the query that returned all employees from Washington; the query used the

predicate region = N’WA’ in the WHERE clause. Suppose that you want to

return the employees that are not from WA, and for this you use the predicate

NOT region = N’WA’. It’s clear that cases that return false from the positive

predicate (say the region is NY) return true from the negated predicate. It’s

also clear that cases that return true from the positive predicate (say the

region is WA) return false from the negated predicate. However, when the

region is NULL, both the positive predicate and the negated one return

unknown and the row is discarded. So the right way for you to include NULL

cases in the result—if that’s what you know that you need to do—is to use

the IS NULL operator, as in NOT region = N’WA’ OR region IS NULL.

As for combining predicates, there are several interesting things to note.

Some precedence rules determine the logical evaluation order of the different

predicates. The NOT operator precedes AND and OR, and AND precedes

OR. For example, suppose that the WHERE filter in your query had the

following combination of predicates:

**Click here to view code image**

WHERE col1 = 'w' AND col2 = 'x' OR col3 = 'y' AND col4 =

'z'

Because AND precedes OR, you get the equivalent of the following:

**Click here to view code image**

WHERE (col1 = 'w' AND col2 = 'x') OR (col3 = 'y' AND col4

= 'z')

Trying to express the operators as pseudo functions, this combination of

operators is equivalent to OR( AND( col1 = ‘w’, col2 = ‘x’ ), AND( col3 =

‘y’, col4 = ‘z’ ) ).

**Filtering character data**

T-SQL provides the LIKE predicate, which you can use to filter character

string data (regular and Unicode) based on pattern matching. The form of a

predicate using LIKE is as follows:

<column> LIKE <pattern>
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As an example, suppose you want to return all employees whose last name

starts with the letter D. You would use the following query:

SELECT empid, firstname, lastname

FROM HR.Employees

WHERE lastname LIKE N'D%';

If you want to look for a character that is considered a wildcard, you can

indicate it after a character that you designate as an escape character by using

the ESCAPE keyword. For example, the expression col1 LIKE ‘!\_%’

ESCAPE ‘!’ looks for strings that start with an underscore (\_) by using an

exclamation point (!) as the escape character. Alternatively, you can place the

wildcard in square brackets, as in col1 LIKE ‘[\_]%’.

**Filtering date and time data**

You use the following query:

SELECT orderid, orderdate, empid, custid

FROM Sales.Orders

WHERE orderdate = '02/12/16';

If you’re an American, this form probably means February 12, 2016, to

you. However, if you’re British, this form probably means December 2,

2016. If you’re Japanese, it probably means December 16, 2002.

The question is, when SQL Server converts this character string to a date and time

type to align it with the filtered column’s type, how does it interpret the

value? As it turns out, it depends on the language of the login that runs the

code. Each login has a default language associated with it, and the default

language sets various session options on the login’s behalf, including one

called DATEFORMAT. A login with us\_english will have the

DATEFORMAT setting set to mdy, British to dmy, and Japanese to ymd.

The problem is, how do you as a developer express a date if you want it to be

interpreted the way you intended, regardless of who runs your code?

There are two main approaches. One is to use a form that is considered

language-neutral. For example, the form ‘20160212’ is always interpreted as

ymd, regardless of your language. Note that the form ‘2016-02-12’ is

considered language-neutral only for the data types DATE, DATETIME2,

and DATETIMEOFFSET. Unfortunately, due to historic reasons, this form is

considered language-dependent for the types DATETIME and

SMALLDATETIME. The advantage of the form without the separators is

that it is language-neutral for all date and time types. So the recommendation

is to write the query as follows:

SELECT orderid, orderdate, empid, custid

FROM Sales.Orders

WHERE orderdate = '20160212';

Another approach is to explicitly convert the string to the target type using

the CONVERT function, and indicating the style number that represents the

style that you used. You can find the documentation of the CONVERT

function with the different style numbers that it supports at

*https://msdn.microsoft.com/en-GB/library/ms187928.aspx*. For instance, to

use the U.S. style, specify style number 101, as CONVERT(DATE,

‘02/12/2016’, 101).

When filtering data stored in a DATETIME data type, you need to be very

careful with ranges. The recommended way to express a date and time range is with a closed-open interval as follows:

SELECT orderid, orderdate, empid, custid

FROM Sales.Orders2

WHERE orderdate >= '20160401' AND orderdate < '20160501';

This time the output contains only the orders placed in April 2016.

**Sorting data**

A query that doesn’t have an

explicit instruction to return the rows in a particular order doesn’t guarantee

the order of rows in the result. When you do need such a guarantee, the only

way to provide it is by adding an ORDER BY clause to the query.

For example, if you want to return information about employees from

Washington in the US, sorted by city, you specify the city column in the

ORDER BY clause as follows:

SELECT empid, firstname, lastname, city, MONTH(birthdate)

AS birthmonth

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY city;

If you don’t indicate a direction for sorting, ascending order is assumed by

default. You can be explicit and specify city ASC, but it means the same

thing as not indicating the direction. For descending ordering, you need to

explicitly specify DESC, as follows:

SELECT empid, firstname, lastname, city, MONTH(birthdate)

AS birthmonth

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY city DESC;

The city column isn’t unique within the filtered country and region, and

therefore, the ordering of rows with the same city (see Seattle, for example)

isn’t guaranteed. Fortunately,

you can specify multiple expressions in the ORDER BY list, separated by

commas. One use case of this capability is to apply a tiebreaker for ordering.

For example, you could define empid as the secondary sort column, as

follows:

SELECT empid, firstname, lastname, city, MONTH(birthdate)

AS birthmonth

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY city, empid;

You can indicate the

ordering direction on an expression-by-expression basis, as in ORDER BY

col1 DESC, col2, col3 DESC (col1 descending, then col2 ascending, then

col3 descending).

With T-SQL, you can sort by ordinal positions of columns in the SELECT

list, but it is considered a bad practice. Consider the following query as an

example:

SELECT empid, firstname, lastname, city, MONTH(birthdate)

AS birthmonth

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY 4, 1;

Note that you can order the result rows by elements that you’re not

returning. For example, the following query returns, for each qualifying

employee, the employee ID and city, ordering the result rows by the

employee birth date:

SELECT empid, city

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY birthdate;

Here’s the output of this query:

empid city

----------- ---------------

4 Redmond

1 Seattle

2 Tacoma

8 Seattle

3 Kirkland

Of course, the result would appear much more meaningful if you included

the birthdate attribute, but if it makes sense for you not to, it’s perfectly valid.

The rule is that you can order the result rows by elements that are not part of

the SELECT list, as long as those elements would have normally been

allowed there. This rule changes when the DISTINCT clause is also

specified, and for a good reason. When DISTINCT is used, duplicates are

removed; then the result rows don’t necessarily map to source rows in a one-to-one manner, rather than one-to-many. For example, try to reason why the

following query isn’t valid:

SELECT DISTINCT city

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY birthdate;

You can have multiple employees—each with a different birth date—from

the same city. But you’re returning only one row for each distinct city in the

result. So given one city (say, Seattle) with multiple employees, which of the

employee birth dates should apply as the ordering value? The query won’t

just pick one; rather, it simply fails.

So, in case the DISTINCT clause is used, you are limited in the ORDER

BY list to only elements that appear in the SELECT list, as in the following

query:

SELECT DISTINCT city

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY city;

What’s also interesting to note about the ORDER BY clause is that it gets

evaluated conceptually after the SELECT clause—unlike most other query

clauses. This means that column aliases assigned in the SELECT clause are

actually visible to the ORDER BY clause. As an example, the following

query uses the MONTH function to return the birth month, assigning the

expression with the column alias birthmonth. The query then refers to the

column alias birthmonth directly in the ORDER BY clause:

SELECT empid, firstname, lastname, city, MONTH(birthdate)

AS birthmonth

FROM HR.Employees

WHERE country = N'USA' AND region = N'WA'

ORDER BY birthmonth;

Another tricky aspect of ordering is treatment of NULLs. Recall that a

NULL represents a missing value, so when comparing a NULL to anything,

you get the logical result unknown. That’s the case even when comparing two

NULLs. So it’s not that trivial to ask how NULLs should behave in terms of

sorting. Should they all sort together? If so, should they sort before or after

non-NULL values? Standard SQL says that NULLs should sort together, but

leaves it to the implementation to decide whether to sort them before or after

non-NULL values. In SQL Server the decision was to sort them before non-

NULLs (when using an ascending direction). As an example, the following

query returns for each order the order ID and shipped date, ordered by the

latter:

SELECT orderid, shippeddate

FROM Sales.Orders

WHERE custid = 20

ORDER BY shippeddate;

Remember that unshipped orders have a NULL in the shippeddate column;

hence, they sort before shipped orders, as the query output shows:

orderid shippeddate

----------- -----------

11008 NULL

11072 NULL

10258 2014-07-23

10263 2014-07-31

#### Filtering data with TOP and OFFSET-FETCH

Besides supporting filters that are based on predicates, like the WHERE

filter, T-SQL also supports filters that are based on a number, or percent of

rows and ordering. Those are the TOP and OFFSET-FETCH filters. The

former is used in a lot of common filtering tasks, and the latter is typically

used in more specialized paging-related tasks.

**Filtering data with TOP**

With the TOP option, you can filter a requested number or percent of rows

from the query result based on indicated ordering. You specify the TOP

option in the SELECT clause followed by the requested number of rows in

parentheses (as a BIGINT typed value). The ordering specification of the

TOP filter is based on the same ORDER BY clause that is normally used for

presentation ordering.

As an example, the following query returns the three most recent orders:

SELECT TOP (3) orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

You can also specify a percent of rows to filter instead of a number. To do

so, specify a FLOAT value in the range 0 through 100 in the parentheses, and

the keyword PERCENT after the parentheses, as follows:

SELECT TOP (1) PERCENT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

The PERCENT option computes the ceiling of the resulting number of

rows if it’s not whole. In this example, without the TOP option, the number

of rows in the result is 830. Filtering 1 percent gives you 8.3, and then the

ceiling of this value gives you 9; hence, the query returns 9 rows:

The TOP option isn’t limited to a constant input; instead, it allows you to

specify a self-contained expression. From a practical perspective, this

capability is especially important when you need to pass a parameter or a

variable as input, as the following code demonstrates:

DECLARE @n AS BIGINT = 5;

SELECT TOP (@n) orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

In most cases, you need your TOP option to rely on some ordering

specification, but as it turns out, an ORDER BY clause isn’t mandatory. For

example, the following query is technically valid:

SELECT TOP (3) orderid, orderdate, custid, empid

FROM Sales.Orders;

However, the query isn’t deterministic. The query filters three rows, but

you have no guarantee which three rows will be returned.

If you are really after three arbitrary rows, it might be a good

idea to add an ORDER BY clause with the expression (SELECT NULL) to

let people know that your choice is intentional and not an oversight. Here’s

how your query would look:

SELECT TOP (3) orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY (SELECT NULL);

Note that even when you do have an ORDER BY clause, in order for the

query to be completely deterministic, the ordering must be unique. For

example, consider again the first query from this section:

SELECT TOP (3) orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

The orderdate column isn’t unique, so the ordering in case of ties is

arbitrary.

consider again the first query from this section:

SELECT TOP (3) orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

what if there are other rows in the result without TOP that have the

same order date as in the last row here? You don’t always care about

guaranteeing deterministic or repeatable results; but if you do, two options

are available to you. One option is to ask to include all ties with the last row

by adding the WITH TIES option, as follows:

SELECT TOP (3) WITH TIES orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC;

Of course, this could result in returning more rows than you asked for.

**Filtering data with OFFSET-FETCH**

The OFFSET-FETCH option is a filtering option that, like TOP, you can use

to filter data based on a specified number of rows and ordering. But unlike

TOP, it is standard, and also has a skipping capability, making it useful for

ad-hoc paging purposes.

The OFFSET and FETCH clauses appear right after the ORDER BY

clause, and in fact, in T-SQL, they require an ORDER BY clause to be

present. You first specify the OFFSET clause indicating how many rows you

want to skip (0 if you don’t want to skip any); you then optionally specify the

FETCH clause indicating how many rows you want to filter. For example,

the following query defines ordering based on order date descending,

followed by order ID descending; it then skips the first 50 rows and fetches

the next 25 rows:

SELECT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC, orderid DESC

OFFSET 50 ROWS FETCH NEXT 25 ROWS ONLY;

In T-SQL—contrary to standard SQL—a

FETCH clause requires an OFFSET clause to be present. So if you do want to

filter some rows but skip none, you still need to specify the OFFSET clause

with 0 ROWS.

In order to make the syntax intuitive, you can use the keywords NEXT or

FIRST interchangeably. When skipping some rows, it might be more

intuitive to you to use the keywords FETCH NEXT to indicate how many

rows to filter; but when not skipping any rows, it might be more intuitive to

you to use the keywords FETCH FIRST, as follows:

SELECT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC, orderid DESC

OFFSET 0 ROWS FETCH FIRST 25 ROWS ONLY;

For similar reasons, you can use the singular form ROW or the plural form

ROWS interchangeably, both for the number of rows to skip and for the

number of rows to filter. But it’s not like you will get an error if you say

FETCH NEXT 1 ROWS or FETCH NEXT 25 ROW.

In T-SQL, a FETCH clause requires an OFFSET clause, but the OFFSET

clause doesn’t require a FETCH clause. In other words, by indicating an

OFFSET clause, you’re requesting to skip some rows; then by not indicating

a FETCH clause, you’re requesting to return all remaining rows. For

example, the following query requests to skip 50 rows, returning all the rest.

SELECT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC, orderid DESC

OFFSET 50 ROWS;

the OFFSET-FETCH option requires an ORDER

BY clause. But what if you need to filter a certain number of rows based on

arbitrary order? To do so, you can specify the expression (SELECT NULL)

in the ORDER BY clause, as follows:

SELECT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY (SELECT NULL)

OFFSET 0 ROWS FETCH FIRST 3 ROWS ONLY;

With both the OFFSET and the FETCH clauses, you can use expressions

as inputs. This is very handy when you need to compute the input values

dynamically. For example, suppose that you’re implementing a paging

solution where you return to the user one page of rows at a time. The user

passes as input parameters to your procedure or function the page number

they are after (@pagenum parameter) and page size (@pagesize parameter).

This means that you need to skip as many rows as @pagenum minus one

times @pagesize, and fetch the next @pagesize rows. This can be

implemented using the following code (using local variables for simplicity):

DECLARE @pagesize AS BIGINT = 25, @pagenum AS BIGINT = 3;

SELECT orderid, orderdate, custid, empid

FROM Sales.Orders

ORDER BY orderdate DESC, orderid DESC

OFFSET (@pagenum - 1) \* @pagesize ROWS FETCH NEXT

@pagesize ROWS ONLY;

## Combining sets with set operators

Set operators operate on two result sets of queries, comparing complete rows

between the results. Depending on the result of the comparison and the

operator used, the operator determines whether to return the row or not. TSQL supports the following operators:

* UNION,
* UNION ALL,
* INTERSECT,
* EXCEPT.

The general form of code using these operators is as follows:

<query 1>

<operator>

<query 2>

[ORDER BY <order\_by\_list>];

**Guidelines:**

Because complete rows are matched between the result sets, the

number of columns in the queries has to be the same and the column

types of corresponding columns need to be compatible (implicitly

convertible).

These operators use distinctness-based comparison and not equality

based. Consequently, a comparison between two NULLs yields true,

and a comparison between a NULL and a non-NULL value yields a

false. This is in contrast to filtering clauses like WHERE, ON, and

HAVING, which yield unknown when comparing a NULL with

anything using both equality and inequality operators.

Because these operators are set operators and not cursor operators, the

individual queries are not allowed to have ORDER BY clauses.

You can optionally add an ORDER BY clause that determines

presentation ordering of the result of the set operator.

The column names of result columns are determined by the first query.

### UNION and UNION ALL

The UNION operator unifies the results of the two input queries. As a set

operator, UNION has an implied DISTINCT property, meaning that it does

not return duplicate rows. Figure 1-2 shows an illustration of the UNION

operator.

As an example for using the UNION operator, the following query returns

locations that are employee locations, or customer locations, or both:

SELECT country, region, city

FROM HR.Employees

UNION

SELECT country, region, city

FROM Sales.Customers;

If you want to keep the duplicates—for example, to later group the rows

and count occurrences—you need to use the UNION ALL operator instead of

UNION. The UNION ALL operator unifies the results of the two input

queries, but doesn’t try to eliminate duplicates.

As an example, the following query unifies employee locations and

customer locations using the UNION ALL operator:

SELECT country, region, city

FROM HR.Employees

UNION ALL

SELECT country, region, city

FROM Sales.Customers;

It’s important to use UNION ALL in such a case from a performance standpoint because with UNION, SQL Server can try to eliminate duplicates, incurring unnecessary cost.

### INTERSECT

The INTERSECT operator returns only distinct rows that are common to

both sets. In other words, if a row appears at least once in the first set and at

least once in the second set, it appears once in the result of the INTERSECT

operator.

As an example, the following code uses the INTERSECT operator to

return distinct locations that are both employee and customer locations

(locations where there’s at least one employee and at least one customer):

SELECT country, region, city

FROM HR.Employees

INTERSECT

SELECT country, region, city

FROM Sales.Customers;

### EXCEPT

The EXCEPT operator performs set difference. It returns distinct rows that

appear in the result of the first query but not the second. In other words, if a

row appears at least once in the first query result and zero times in the

second, it’s returned once in the output.

As an example for using EXCEPT, the following query returns locations

that are employee locations but not customer locations:

SELECT country, region, city

FROM HR.Employees

EXCEPT

SELECT country, region, city

FROM Sales.Customers;

With UNION and INTERSECT, the order of the input queries doesn’t

matter. However, with EXCEPT, there’s different meaning to:

<query 1> EXCEPT <query 2>

Versus:

<query 2> EXCEPT <query 1>

Finally, set operators have precedence: INTERSECT precedes UNION and

EXCEPT, and UNION and EXCEPT are evaluated from left to right based on

their position in the expression. Consider the following set operators:

<query 1> UNION <query 2> INTERSECT <query 3>;

First, the intersection between query 2 and query 3 takes place, and then a

union between the result of the intersection and query 1. You can always

force precedence by using parentheses. So, if you want the union to take

place first, you use the following form:

(<query 1> UNION <query 2>) INTERSECT <query 3>;

## Query multiple tables by using joins

Often, data that you need to query is spread across multiple tables. The tables

are usually related through keys, such as a foreign key in one side and a

primary key in the other. Then you can use joins to query the data from the

different tables and match the rows that need to be related.

### Cross joins

A cross join is the simplest type of join, though not the most commonly used

one. This join performs what’s known as a Cartesian product of the two input

tables. In other words, it performs a multiplication between the tables,

yielding a row for each combination of rows from both sides. If you have m

rows in table T1 and n rows in table T2, the result of a cross join between T1

and T2 is a virtual table with m × n rows.

Consider an example from the TSQLV4 sample database. This database

contains a table called dbo.Nums that has a column called n with a sequence

of integers from 1 and on. Your task is to use the Nums table to generate a

result with a row for each weekday (1 through 7) and shift number (1 through

3), assuming there are three shifts a day. The result can later be used as the

basis for building information about activities in the different shifts in the

different days. With seven days in the week, and three shifts every day, the

result should have 21 rows.

Here’s a query that achieves the task by performing a cross join between

two instances of the Nums table—one representing the days (aliased as D),

and the other representing the shifts (aliased as S):

USE TSQLV4;

SELECT D.n AS theday, S.n AS shiftno

FROM dbo.Nums AS D

CROSS JOIN dbo.Nums AS S

WHERE D.n <= 7

AND S.N <= 3

ORDER BY theday, shiftno;

Here’s the output of this query:

theday shiftno

----------- -----------

1 1

1 2

1 3

2 1

2 2

2 3

3 1

3 2

3 3

4 1

...

The Nums table has 100,000 rows. According to logical query processing,

the first step in the processing of the query is evaluating the FROM clause.

The cross join operates in the FROM clause, performing a Cartesian product

between the two instances of Nums, yielding a table with 10,000,000,000

rows (not to worry, that’s only conceptually). Then the WHERE clause filters

only the rows where the column D.n is less than or equal to 7, and the column

S.n is less than or equal to 3. After applying the filter, the result has 21

qualifying rows. The SELECT clause then returns D.n aliasing it theday, and

S.n aliasing it shiftno.

Fortunately, SQL Server doesn’t have to follow logical query processing

literally as long as it can return the correct result. That’s what optimization is

all about—returning the result as fast as possible. SQL Server knows that

with a cross join followed by a filter it can evaluate the filters first (which is

especially efficient when there are indexes to support the filters), and then

match the remaining rows. This optimization technique is called *predicate*

*pushdown*.

Both standard SQL and T-SQL support an older

syntax where you specify a comma between the table names, as in FROM T1,

T2. However, for a number of reasons, it is recommended to stick to the

newer syntax; it is less prone to errors and allows for more consistent code.

### Inner joins

With an inner join, you can match rows from two tables based on a predicate

—usually one that compares a primary key value in one side to a foreign key

value in another side.

As an example, the following query returns suppliers from Japan and the

products they supply:

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice

FROM Production.Suppliers AS S

INNER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

WHERE S.country = N'Japan';

A very common question is, “What’s the difference between the ON and

the WHERE clauses, and does it matter if you specify your predicate in one

or the other?” The answer is that for inner joins it doesn’t matter. Both

clauses serve the same filtering purpose. Both filter only rows for which the

predicate evaluates to true and discard rows for which the predicate evaluates

to false or unknown. In terms of logical query processing, the WHERE is

evaluated right after the FROM, so conceptually it is equivalent to

concatenating the predicates with an AND operator, forming a conjunction of

predicates. SQL Server knows this, and therefore can internally rearrange the

order in which it evaluates the predicates in practice, and it does so based on

cost estimates.

For these reasons, if you wanted, you could rearrange the placement of the

predicates from the previous query, specifying both in the ON clause, and

still retain the original meaning, as follows:

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice

FROM Production.Suppliers AS S

INNER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

AND S.country = N'Japan';

For many people, though, it’s intuitive to specify the predicate that

matches columns from both sides in the ON clause, and predicates that filter

columns from only one side in the WHERE clause.

As another example for an inner join, the following query joins two

instances of the HR.Employees table to match employees with their managers

(a manager is also an employee, hence the self-join):

SELECT E.empid,

E.firstname + N' ' + E.lastname AS emp,

M.firstname + N' ' + M.lastname AS mgr

FROM HR.Employees AS E

INNER JOIN HR.Employees AS M

ON E.mgrid = M.empid;

This query generates the following output:

empid emp mgr

----------- ------------------------------- --------------

-----------------

2 Don Funk Sara Davis

3 Judy Lew Don Funk

4 Yael Peled Judy Lew

5 Sven Mortensen Don Funk

6 Paul Suurs Sven Mortensen

Note that only eight rows were returned even though there are nine rows in

the table. The reason is that the CEO (Sara Davis, employee ID 1) has no

manager, and therefore, her mgrid column is NULL. Remember that an inner

join does not return rows that don’t find matches.

As with cross joins, both standard SQL and T-SQL support an older syntax

for inner joins where you specify a comma between the table names, and then

all predicates in the WHERE clause. But as mentioned, it is considered best

practice to stick to the newer syntax with the JOIN keyword. When using the

older syntax, if you forget to indicate the join predicate, you end up with an

unintentional cross join. When using the newer syntax, an inner join isn’t

valid syntactically without an ON clause, so if you forget to indicate the join

predicate, the parser will generate an error.

Because an inner join is the most commonly used type of join, the standard

decided to make it the default in case you specify just the JOIN keyword. So

T1 JOIN T2 is equivalent to T1 INNER JOIN T2.

### Outer joins

With outer joins, you can request to preserve all rows from one or both sides

of the join, never mind if there are matching rows in the other side based on

the ON predicate.

By using the keywords LEFT OUTER JOIN (or LEFT JOIN for short),

you ask to preserve the left table. The join returns what an inner join

normally would—that is, matches (call those inner rows). In addition, the join

also returns rows from the left table that have no matches in the right table

(call those outer rows), with NULLs used as placeholders in the right side.

As an example, the following query returns suppliers from Japan and the

products they supply, including suppliers from Japan that don’t have related

products.

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice

FROM Production.Suppliers AS S

LEFT OUTER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

WHERE S.country = N'Japan';

This query generates the following output:
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Because the Production.Suppliers table is the preserved side of the join,

Supplier XYZ is returned even though it has no matching products. As you

recall, an inner join did not return this supplier.

It is very important to understand that, with outer joins, the ON and

WHERE clauses play very different roles, and therefore, they aren’t

interchangeable. The WHERE clause still plays a simple filtering role—

namely, it keeps true cases and discards false and unknown cases. In our

query, the WHERE clause filters only suppliers from Japan, so suppliers that

aren’t from Japan simply don’t show up in the output.

However, the ON clause doesn’t play a simple filtering role; rather, it’s a

more sophisticated matching role. In other words, a row in the preserved side

will be returned whether the ON predicate finds a match for it or not. So the

ON predicate only determines which rows from the nonpreserved side get

matched to rows from the preserved side—not whether to return the rows

from the preserved side. In our query, the ON clause matches rows from both

sides by comparing their supplier ID values. Because it’s a matching

predicate (as opposed to a filter), the join won’t discard suppliers; instead, it

only determines which products get matched to each supplier. But even if a

supplier has no matches based on the ON predicate, the supplier is still

returned. In other words, ON is not final with respect to the preserved side of

the join. WHERE is final. So when in doubt, whether to specify the predicate

in the ON or WHERE clauses, ask yourself: Is the predicate used to filter or

match? Is it supposed to be final or nonfinal?

With this in mind, guess what happens if you specify both the predicate

that compares the supplier IDs from both sides, and the one comparing the

supplier country to Japan in the ON clause? Try it.

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice

FROM Production.Suppliers AS S

LEFT OUTER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

AND S.country = N'Japan';

Now that both predicates appear in the ON clause, both serve a matching

purpose. What this means is that all suppliers are returned—even those that

aren’t from Japan.

Just like you can use a left outer join to preserve the left side, you can use a

right outer join to preserve the right side. Use the keywords RIGHT OUTER

JOIN (or RIGHT JOIN in short).

T-SQL also supports a full outer join (FULL OUTER JOIN, or FULL

JOIN in short) that preserves both sides.

A full outer join returns the matched rows, which are normally returned

from an inner join; plus rows from the left that don’t have matches in the

right, with NULLs used as placeholders in the right side; plus rows from the

right that don’t have matches in the left, with NULLs used as placeholders in

the left side. It’s not common to need a full outer join because most

relationships between tables allow only one of the sides to have rows that

don’t have matches in the other, in which case, a one-sided outer join is

needed.

### Queries with composite joins and NULLs in join Columns

Some joins can be a bit tricky to handle, for instance when the join columns

can have NULLs, or when you have multiple join columns—what’s known

as a composite join.

Earlier in the inner joins section is a query that matched employees and

their managers. Remember that the inner join eliminated the CEO’s row

because the mgrid is NULL in that row, and therefore the join found no

matching manager. If you want to include the CEO’s row, you need to use an

outer join to preserve the side representing the employees (E) as follows:

SELECT E.empid,

E.firstname + N' ' + E.lastname AS emp,

M.firstname + N' ' + M.lastname AS mgr

FROM HR.Employees AS E

LEFT OUTER JOIN HR.Employees AS M

ON E.mgrid = M.empid;

When you need to join tables that are related based on multiple columns,

the join is called a *composite join* and the ON clause typically consists of a

conjunction of predicates (predicates separated by AND operators) that match

the corresponding columns from the two sides. Sometimes you need more

complex predicates, especially when NULLs are involved. I’ll demonstrate

this by using a pair of tables. One table is called EmpLocations and it holds

employee locations and the number of employees in each location. Another

table is called CustLocations and it holds customer locations and the number

of customers in each location. Run the following code to create these tables

and populate them with sample data:

DROP TABLE IF EXISTS dbo.EmpLocations;

SELECT country, region, city, COUNT(\*) AS numemps

INTO dbo.EmpLocations

FROM HR.Employees

GROUP BY country, region, city;

ALTER TABLE dbo.EmpLocations ADD CONSTRAINT

UNQ\_EmpLocations

UNIQUE CLUSTERED(country, region, city);

DROP TABLE IF EXISTS dbo.CustLocations;

SELECT country, region, city, COUNT(\*) AS numcusts

INTO dbo.CustLocations

FROM Sales.Customers

GROUP BY country, region, city;

ALTER TABLE dbo.CustLocations ADD CONSTRAINT

UNQ\_CustLocations

UNIQUE CLUSTERED(country, region, city);

There’s a key defined in both tables on the location attributes: country,

region, and city. Instead of using a primary key constraint I used a unique

constraint to enforce the key because the region attribute allows NULLs, and

between the two types of constraints, only the latter allows NULLs. I also

specified the CLUSTERED keyword in the unique constraint definitions to

have SQL Server create a clustered index type to enforce the constraint’s

uniqueness property. This index will be beneficial in supporting joins

between the tables based on the location attributes as well filters based on

those attributes.

Query the EmpLocations table to see its contents:

SELECT country, region, city, numemps

FROM dbo.EmpLocations;

Suppose that you needed to join the two tables returning only matched

locations, with both the employee and customer counts returned along with

the location attributes. Your first attempt might be to write a composite join

with an ON clause that has a conjunction of simple equality predicates as

follows:

SELECT EL.country, EL.region, EL.city, EL.numemps,

CL.numcusts

FROM dbo.EmpLocations AS EL

INNER JOIN dbo.CustLocations AS CL

ON EL.country = CL.country

AND EL.region = CL.region

AND EL.city = CL.city;

The problem is that the region column supports NULLs representing cases

where the region is irrelevant (missing but inapplicable) and when you

compare NULLs with an equality-based predicate the result is the logical

value unknown, in which case the row is discarded. For instance, the location

UK, NULL, London appears in both tables, and therefore you expect to see it

in the result of the join, but you don’t. A common way for people to resolve

this problem is to use the ISNULL or COALESCE functions to substitute a

NULL in both sides with a value that can’t normally appear in the data, and

this way when both sides are NULL you get a true back from the comparison.

Here’s an example for implementing this solution using the ISNULL

function:

SELECT EL.country, EL.region, EL.city, EL.numemps,

CL.numcusts

FROM dbo.EmpLocations AS EL

INNER JOIN dbo.CustLocations AS CL

ON EL.country = CL.country

AND ISNULL(EL.region, N'<N/A>') = ISNULL(CL.region,

N'<N/A>')

AND EL.city = CL.city;

This time the query generates the correct result:
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You can handle NULLs in a manner that gives you the desired logical

meaning and that at the same time is considered order preserving by the

optimizer using the predicate: (EL.region = CL.region OR (EL.region IS

NULL AND CL.region IS NULL)). Here’s the complete solution query:

SELECT EL.country, EL.region, EL.city, EL.numemps,

CL.numcusts

FROM dbo.EmpLocations AS EL

INNER JOIN dbo.CustLocations AS CL

ON EL.country = CL.country

AND (EL.region = CL.region OR (EL.region IS NULL AND

CL.region IS NULL))

AND EL.city = CL.city;

Recall that when set operators combine query results they compare

corresponding attributes using distinctness and not equality, producing true

when comparing two NULLs. However, one drawback that set operators

have is that they compare complete rows. Unlike joins, which allow

comparing a subset of the attributes and return additional ones in the result,

set operators must compare all attributes from the two input queries. But in

T-SQL, you can combine joins and set operators to benefit from the

advantages of both tools. Namely, rely on the distinctness-based comparison

of set operators and the ability of joins to return additional attributes beyond

what you compare. In our querying task, the solution looks like this:

SELECT EL.country, EL.region, EL.city, EL.numemps,

CL.numcusts

FROM dbo.EmpLocations AS EL

INNER JOIN dbo.CustLocations AS CL

ON EXISTS (SELECT EL.country, EL.region, EL.city

INTERSECT

SELECT CL.country, CL.region, CL.city);

### Multi-join queries

It’s important to remember that a join in T-SQL takes place conceptually

between two tables at a time. A multi-join query evaluates the joins

conceptually from left to right. So the result of one join is used as the left

input to the next join.

As an example, suppose that you wanted to return all suppliers from Japan,

and matching products where relevant. For this, you need an outer join

between Production.Suppliers and Production.Products, preserving Suppliers.

But you also want to include product category information, so you add an

inner join to Production.Categories, as follows:

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice,

C.categoryname

FROM Production.Suppliers AS S

LEFT OUTER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

INNER JOIN Production.Categories AS C

ON C.categoryid = P.categoryid

WHERE S.country = N'Japan';

Conceptually, the first join included outer rows (suppliers with no

products) but produced NULLs as placeholders in the product attributes in

those rows. Then the join to Production.Categories compared the NULLs in

the categoryid column in the outer rows to categoryid values in

Production.Categories, and discarded those rows. In short, the inner join that

followed the outer join nullified the outer part of the join. In fact, if you look

at the query plan for this query, you will find that the optimizer didn’t even

bother to process the join between Production.Suppliers and

Production.Products as an outer join. It detected the contradiction between

the outer join and the subsequent inner join, and converted the first join to an

inner join too.

There are a number of ways to address this problem. One is to use a LEFT

OUTER in both joins, like so:

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice,

C.categoryname

FROM Production.Suppliers AS S

LEFT OUTER JOIN Production.Products AS P

ON S.supplierid = P.supplierid

LEFT OUTER JOIN Production.Categories AS C

ON C.categoryid = P.categoryid

WHERE S.country = N'Japan';

Another option is to use an interesting capability in the language—separate

some of the joins to their own independent logical phase. What you’re after is

a left outer join between Production.Suppliers and the result of the inner join

between Production.Products and Production.Categories. You can phrase

your query exactly like this:

SELECT

S.companyname AS supplier, S.country,

P.productid, P.productname, P.unitprice,

C.categoryname

FROM Production.Suppliers AS S

LEFT OUTER JOIN

(Production.Products AS P

INNER JOIN Production.Categories AS C

ON C.categoryid = P.categoryid)

ON S.supplierid = P.supplierid

WHERE S.country = N'Japan';

## Implement functions and aggregate data

T-SQL supports many built-in functions that you can use to manipulate data.

Scalar-valued functions return a single value and table-valued functions

return a table result. Use of built-in functions can improve developer

productivity, but you also need to understand cases where their use in certain

context can end up negatively affecting query performance. It’s also

important to understand the concept of function determinism and its effects

on your queries.

### Type conversion functions

T-SQL supports a number of functions that can convert a source expression

to a target data type. In my examples I use constants as the source values to

demonstrate the use of the functions, but typically you apply such functions

to columns or expressions based on columns as part of a query.

The two fundamental functions that T-SQL supports for conversion

purposes are CAST and CONVERT. The former is standard whereas the

latter is proprietary in T-SQL. The CAST function’s syntax is

CAST(source\_expression AS target\_type. For example, CAST(‘100’ AS

INT) converts the source character string constant to the target integer value

100. The CONVERT function is handy when you need to specify a style for

the conversion. Its syntax is CONVERT(target\_type, source\_expression [,

style\_number])

For instance,

when converting a character string to a date and time type or the other way

around, you can specify the style number to avoid ambiguity in case the form

you use is considered language dependent. As an example, the expression

CONVERT(DATE, ‘01/02/2017’, 101) converts the input string to a date

using the U.S. style, meaning January 2, 2017. The expression

CONVERT(DATE, ‘01/02/2017’, 103) uses the British/French style,

meaning February 1, 2017.

The PARSE function is an alternative to CONVERT when you want to

parse a character string input to a target type, but instead of using cryptic

style numbers, it uses a more user-friendly .NET culture name. For instance,

the expression PARSE(‘01/02/2017’ AS DATE USING ‘en-US’) uses the

English US culture, parsing the input as a date meaning January 2, 2017. The

expression PARSE(‘01/02/2017’ AS DATE USING ‘en-GB’) uses the

English Great Britain culture, parsing the input as a date meaning February 1,

2017. Note though that this function is significantly slower than CONVERT,

so I personally stay away from using it.

One of the problems with CAST, CONVERT, and PARSE is that if the

function fails to convert a value within a query, the whole query fails and

stops processing. As an alternative to these functions, T-SQL supports the

TRY\_CAST, TRY\_CONVERT, and TRY\_PARSE functions, which behave

the same as their counterparts when the conversion is valid, but return a

NULL instead of failing when the conversion isn’t valid. As an example, run

the following code to try and convert two strings to dates using the

CONVERT function:

SELECT CONVERT(DATE, '14/02/2017', 101) AS col1,

CONVERT(DATE, '02/14/2017', 101) AS col2;

The first value doesn’t convert successfully and therefore this code fails.

Use the TRY\_CONVERT function instead of CONVERT, like so:

SELECT TRY\_CONVERT(DATE, '14/02/2017', 101) AS col1,

TRY\_CONVERT(DATE, '02/14/2017', 101) AS col2;

This time the code doesn’t fail, but the first expression returns a NULL, as

the following output shows:

col1 col2

---------- ----------

NULL 2017-02-14

Lastly, the FORMAT function is an alternative to the CONVERT function

when you want to format an input expression of some type as a character

string, but instead of using cryptic style numbers, you specify a .NET format

string and culture, if relevant. For instance, to format an input date and time

value, such as now, as a character string using the form ‘yyyy-MM-dd’, use

the expression: FORMAT(SYSDATETIME(), ‘yyyy-MM-dd’).

### Date and time functions

T-SQL supports a number of date and time functions that allow you to

manipulate your date and time data.

**Current date and time**

One important category of functions is the category that returns the current

date and time.

The functions in this category are GETDATE, CURRENT\_TIMESTAMP,

GETUTCDATE, SYSDATETIME, SYSUTCDATETIME, and

SYSDATETIMEOFFSET. GETDATE is T-SQL–specific, returning the

current date and time in the SQL Server instance you’re connected to as a

DATETIME data type. CURRENT\_TIMESTAMP is the same, only it’s

standard, and hence the recommended one to use. SYSDATETIME and

SYSDATETIMEOFFSET are similar, only returning the values as the more

precise DATETIME2 and DATETIMEOFFSET types (including the time

zone offset from UTC), respectively. Note that there are no built-in functions

to return the current date and the current time. To get such information,

simply cast the SYSDATETIME function to DATE or TIME, respectively.

For example, to get the current date, use CAST(SYSDATETIME() AS

DATE). The GETUTCDATE function returns the current date and time in

UTC terms as a DATETIME type, and SYSUTCDATETIME does the same,

only returning the result as the more precise DATETIME2 type.

**Date and time parts**

This section covers date and time functions that either extract a part from a

date and time value (like DATEPART) or construct a date and time value

from parts (like DATEFROMPARTS).

Using the DATEPART function, you can extract from an input date and

time value a desired part, such as a year, minute, or nanosecond, and return

the extracted part as an integer. For example, the expression

DATEPART(month, ‘20170212’) returns 2. T-SQL provides the functions

YEAR, MONTH, and DAY as abbreviations to DATEPART, not requiring

you to specify the part. The DATENAME function is similar to DATEPART,

only it returns the name of the part as a character string, as opposed to the

integer value. Note that the function is language dependent. That is, if the

effective language in your session is us\_english, the expression

DATENAME(month, ‘20170212’) returns ‘February’, but for Italian, it

returns ‘febbraio.'

T-SQL provides a set of functions that construct a desired date and time

value from its numeric parts. You have such a function for each of the six

available date and time types: DATEFROMPARTS,

DATETIME2FROMPARTS, DATETIMEFROMPARTS,

DATETIMEOFFSETFROMPARTS, SMALLDATETIMEFROMPARTS,

and TIMEFROMPARTS. For example, to build a DATE value from its parts,

you would use an expression such as DATEFROMPARTS(2017, 02, 12).

Finally, the EOMONTH function computes the respective end of month

date for the input date and time value. For example, suppose that today was

February 12, 2017. The expression EOMONTH(SYSDATETIME()) would

then return the date ‘2017-02-29’. This function supports a second optional

input indicating how many months to add to the result (or subtract if

negative).

**Add and diff functions**

T-SQL supports addition and difference date and time functions called

DATEADD and DATEDIFF.

DATEADD is a very commonly used function. With it, you can add a

requested number of units of a specified part to a specified date and time

value. For example, the expression DATEADD(year, 1, ‘20170212’) adds

one year to the input date February 12, 2017.

DATEDIFF is another commonly used function; it returns the difference in

terms of a requested part between two date and time values. For example, the

expression DATEDIFF(day, ‘20160212’, ‘20170212’) computes the

difference in days between February 12, 2016 and February 12, 2017,

returning the value 366. Note that this function looks only at the parts from

the requested one and above in the date and time hierarchy—not below. For

example, the expression DATEDIFF(year, ‘20161231’, ‘20170101’) looks

only at the year part, and hence returns 1. It doesn’t look at the month and

day parts of the values.

The DATEDIFF function returns a value of an INT type. If the difference

doesn’t fit in a four-byte integer, use the DATEDIFF\_BIG function instead.

This function returns the result as a BIGINT type.

### Character functions

T-SQL was not really designed to support very sophisticated character string

manipulation functions, so you won’t find a very large set of such functions.

This section describes the character string functions that T-SQL does support,

arranged in categories.

**Concatenation**

Character string concatenation is a very common need. T-SQL supports two

ways to concatenate strings—one with the plus (+) operator, and another with

the CONCAT function.

Here’s an example for concatenating strings in a query by using the +

operator:

SELECT empid, country, region, city,

country + N', ' + region + N', ' + city AS location

FROM HR.Employees;

When any of the inputs is NULL, the + operator returns a NULL. If you want to substitute

a NULL with an empty string, there are a number of ways for you to do this

programmatically. One option is to use ISNULL or COALESCE functions to

replace a NULL with an empty string. For example, in this data, only region

can be NULL, so you can use the following query to replace a comma plus

region with an empty string when region is NULL:

SELECT empid, country, region, city,

country + ISNULL(N', ' + region, N'') + N', ' + city AS

location

FROM HR.Employees;

Another option is to use the CONCAT function which, unlike the +

operator, substitutes a NULL input with an empty string. Here’s how the

query looks:

SELECT empid, country, region, city,

CONCAT(country, N', ' + region, N', ' + city) AS

location

FROM HR.Employees;

**Substring extraction and position**

This section covers functions that you can use to extract a substring from a

string, and identify the position of a substring within a string.

With the SUBSTRING function, you can extract a substring from a string

given as the first argument, starting with the position given as the second

argument, and a length given as the third argument. For example, the

expression SUBSTRING(‘abcde’, 1, 3) returns ‘abc’. If the third argument is

greater than what would get you to the end of the string, the function doesn’t

fail; instead, it just extracts the substring until the end of the string.

The LEFT and RIGHT functions extract a requested number of characters

from the left and right ends of the input string, respectively. For example,

LEFT(‘abcde’, 3) returns ‘abc’ and RIGHT(‘abcde’, 3) returns ‘cde’.

The CHARINDEX function returns the position of the first occurrence of

the string provided as the first argument within the string provided as the

second argument. For example, the expression CHARINDEX(‘ ‘,’Inigo

Montoya’) looks for the first occurrence of a space in the second input,

returning 6 in this example. Note that you can provide a third argument

indicating to the function the position where to start looking.

You can combine, or nest, functions in the same expression. For example,

suppose you query a table with an attribute called fullname formatted as

‘<first> <last>’, and you need to write an expression that extracts the first

name part. You can use the following expression:

LEFT(fullname, CHARINDEX(' ', fullname) - 1)

T-SQL also supports a function called PATINDEX that, like

CHARINDEX, you can use to locate the first position of a string within

another string. But whereas with CHARINDEX you’re looking for a constant

string, with PATINDEX you’re looking for a pattern. The pattern is formed

very similar to the LIKE patterns that you’re probably familiar with, where

you use wildcards like % for any string, \_ for a single character, and square

brackets ([]) representing a single character from a certain list or range.

As an

example, the expression PATINDEX(‘%[0-9]%’, ‘abcd123efgh’) looks for

the first occurrence of a digit (a character in the range 0–9) in the second

input, returning the position 5 in this case.

**String length**

T-SQL provides two functions that you can use to measure the length of an

input value—LEN and DATALENGTH.

The LEN function returns the length of an input string in terms of the

number of characters. Note that it returns the number of characters, not bytes,

whether the input is a regular character or Unicode character string. For

example, the expression LEN(N’xyz’) returns 3. If there are any trailing

spaces, LEN removes them.

The DATALENGTH function returns the length of the input in terms of

number of bytes. This means, for example, that if the input is a Unicode

character string, it will count 2 bytes per character. For example, the

expression DATALENGTH(N’xyz’) returns 6. Note also that, unlike LEN,

the DATALENGTH function doesn’t remove trailing spaces.

**String alteration**

T-SQL supports a number of functions that you can use to apply alterations to

an input string. Those are REPLACE, REPLICATE, and STUFF.

With the REPLACE function, you can replace in an input string provided

as the first argument all occurrences of the string provided as the second

argument, with the string provided as the third argument. For example, the

expression REPLACE(‘.1.2.3.’, ‘.’, ‘/’) substitutes all occurrences of a dot (.)

with a slash (/), returning the string ‘/1/2/3/’.

The REPLICATE function allows you to replicate an input string a

requested number of times. For example, the expression REPLICATE(‘0’,

10) replicates the string ‘0’ ten times, returning ‘0000000000’.

The STUFF function operates on an input string provided as the first

argument; then, from the character position indicated as the second argument,

deletes the number of characters indicated by the third argument. Then it

inserts in that position the string specified as the fourth argument. For

example, the expression STUFF(‘,x,y,z’, 1, 1, ‘’) removes the first character

from the input string, returning ‘x,y,z’.

**Formatting**

This section covers functions that you can use to apply formatting options to

an input string. Those are the UPPER, LOWER, LTRIM, RTRIM, and

FORMAT functions.

The first four functions are self-explanatory (uppercase form of the input,

lowercase form of the input, input after removal of leading spaces, and input

after removal of trailing spaces). Note that there’s no TRIM function that

removes both leading and trailing spaces; to achieve this, you need to nest

one function call within another, as in RTRIM(LTRIM(<input>)).

As mentioned earlier, with the FORMAT function, you can format an input

value based on a .NET format string. I demonstrated an example with date

and time values. As another example, this time with numeric values, the

expression FORMAT(1759, ‘0000000000’) formats the input number as a

character string with a fixed size of 10 characters with leading zeros,

returning ‘0000001759’. The same thing can be achieved with the format

string ‘d10’, meaning decimal value with 10 digits, with the expression

FORMAT(1759, ‘d10’).

### System functions

System functions return information about various aspects of the system.

**The @@ROWCOUNT and ROWCOUNT\_BIG functions**

The @@ROWCOUNT function is a very popular function that returns the

number of rows affected by the last statement that you executed. It’s very

common to use it to check if the previous statement affected any rows by

checking that the function’s result is zero or greater than zero. For example,

the following code queries the input employee row, and prints a message if

the requested employee was not found:

DECLARE @empid AS INT = 10;

SELECT empid, firstname, lastname

FROM HR.Employees

WHERE empid = @empid;

IF @@ROWCOUNT = 0

PRINT CONCAT('Employee ', CAST(@empid AS VARCHAR(10)), ' was not found.');

**Arithmetic operators and aggregate functions**

T-SQL supports the four classic arithmetic operators + (add), - (subtract), \*

(multiply), / (divide), as well as the fifth operator % (modulo). The last

computes the remainder of an integer division. T-SQL also supports

aggregate functions, which you apply to a set of rows, and get a single value

back.

**Arithmetic operators**

For the most part, work with these arithmetic operators is intuitive. They

follow classic arithmetic operator precedence rules, which say that

multiplication, division and modulo precede addition and subtraction. To

change precedence of operations, use parentheses because they precede

arithmetic operators. For example, consider the following expression:

SELECT 2 + 3 \* 2 + 10 / 2;

It is equivalent to the following expression:

SELECT 2 + (3 \* 2) + (10 / 2);

The result of this expression is 13.

If you want to evaluate the operations from left to right, you need to use

parentheses as follows:

SELECT ((2 + 3) \* 2 + 10) / 2;

This expression evaluates to 10.

The data types of the operands in an arithmetic computation determine the

data type of the result. If the operands are integers, the result of arithmetic

operations is an integer. With this in mind, consider the following expression:

SELECT 9 / 2;

With integer division, the result of this expression is 4 and not 4.5.

Obviously, when using constants, you can simply specify numeric values

instead of integer values to get numeric division; however, when the

operands are integer columns or parameters, but you need numeric division,

you have two options. One option is to explicitly cast the operands to a

numeric type with the appropriate precision and scale as follows:

DECLARE @p1 AS INT = 9, @p2 AS INT = 2;

SELECT CAST(@p1 AS NUMERIC(12, 2)) / CAST(@p2 AS

NUMERIC(12, 2));

The result of this expression is 4.500000000000000. The operation here is division. The applicable formula

to calculate the precision here is p1 - s1 + s2 + max(6, s1 + p2 + 1), which

when applied to our inputs results in 27. The formula for the scale is max(6,

s1 + p2 + 1), which in this case results in 15.

Another option is to multiply the first operand by a numeric constant, and

this way force implicit conversion of both the first and the second operands to

a numeric type as follows:

DECLARE @p1 AS INT = 9, @p2 AS INT = 2;

SELECT 1.0 \* @p1 / @p2;

### Aggregate functions

An aggregate function is a function that you apply to a set of rows and get a

single value back. T-SQL supports aggregate functions such as SUM,

COUNT, MIN, MAX, AVG and others.

Aggregate functions ignore NULL inputs when applied to an expression.

The COUNT(\*) aggregate just counts rows, and returns the result as an INT

value. Use COUNT\_BIG to return the row count as a BIGINT value. If you

want to apply an aggregate function to distinct values, add the DISTINCT

clause, as in COUNT(DISTINCT custid).

You can apply aggregate functions in explicit grouped queries as the

following example shows:

SELECT empid, SUM(qty) AS totalqty

FROM Sales.OrderValues

GROUP BY empid;

An aggregate function can also be applied as a scalar aggregate in an

implied grouped query. The presence of the aggregate function causes the

query to be considered a grouped one, as in the following example:

SELECT SUM(qty) AS totalqty FROM Sales.OrderValues;

This query returns the grand total quantity 51,317.

Like with arithmetic operators, also with aggregate functions like AVG,

the data type of the input determines the data type of the result. For instance,

the following query produces an integer average:

SELECT AVG(qty) AS avgqty FROM Sales.OrderValues;

The result of this average is the integer 61.

You can use the two aforementioned options that I described for arithmetic

operations to get a numeric average. Either explicitly cast the input to a

numeric type as follows:

SELECT AVG(CAST(qty AS NUMERIC(12, 2))) AS avgqty FROM

Sales.OrderValues;

Or implicitly as follows:

SELECT AVG(1.0 \* qty) AS avgqty FROM Sales.OrderValues;

This time you get the result 61.827710.

If you’re wondering why the scale of the result value here is 6 digits, the

AVG function is handled internally as a sum divided by a count. The scale of

the input expression (1.0 \* qty) is the sum of the scales of the operands (1 for

1.0 and 0 for the integer qty), which in our case is 1. The sum aggregate’s

scale is the maximum scale among the input values, which in our case is 1.

Then the scale of the result of the division between the sum and the count is

based on the formula max(6, s1 + p2 + 1), which in our case is 6.

## Modify data

The T-SQL support for data manipulation language (DML) includes both

statements that retrieve data (SELECT) and statements that modify data

(INSERT, UPDATE, DELETE, TRUNCATE TABLE, and MERGE). The

previous skills focused on data retrieval; this skill focuses on data

modification.

### Inserting data

T-SQL supports a number of different methods that you can use to insert data

into your tables. Those include statements like INSERT VALUES, INSERT

SELECT, INSERT EXEC, and SELECT INTO. This section covers these

statements and demonstrates how to use them through examples.

Some of the of the code examples in this section use a table called

Sales.MyOrders. Use the following code to create such a table in the sample

database TSQLV4:

USE TSQLV4;

DROP TABLE IF EXISTS Sales.MyOrders;

GO

CREATE TABLE Sales.MyOrders

(

orderid INT NOT NULL IDENTITY(1, 1)

CONSTRAINT PK\_MyOrders\_orderid PRIMARY KEY,

custid INT NOT NULL,

empid INT NOT NULL,

orderdate DATE NOT NULL

CONSTRAINT DFT\_MyOrders\_orderdate DEFAULT

(CAST(SYSDATETIME() AS DATE)),

shipcountry NVARCHAR(15) NOT NULL,

freight MONEY NOT NULL

);

Observe that the orderid column has an identity property defined with a

seed 1 and an increment 1. This property generates the values in this column

automatically when rows are inserted. As an alternative to the identity

property you can use a sequence object to generate surrogate keys.

Also observe that the orderdate column has a default constraint with an

expression that returns the current system’s date.

#### CREATE TABLE (Transact-SQL) IDENTITY (Property)

Syntax:

IDENTITY [ (seed , increment) ]

**Arguments**

seed  
Is the value that is used for the very first row loaded into the table.

increment  
Is the incremental value that is added to the identity value of the previous row that was loaded.

You must specify both the seed and increment or neither. If neither is specified, the default is (1,1).

**Remarks**

Identity columns can be used for generating key values. The identity property on a column guarantees the following:

* Each new value is generated based on the current seed & increment.
* Each new value for a particular transaction is different from other concurrent transactions on the table.

The identity property on a column does not guarantee the following:

* **Uniqueness of the value** - Uniqueness must be enforced by using a **PRIMARY KEY** or **UNIQUE** constraint or **UNIQUE** index.
* **Consecutive values within a transaction** - A transaction inserting multiple rows is not guaranteed to get consecutive values for the rows because other concurrent inserts might occur on the table. If values must be consecutive then the transaction should use an exclusive lock on the table or use the **SERIALIZABLE** isolation level.
* **Consecutive values after server restart or other failures** -SQL Server might cache identity values for performance reasons and some of the assigned values can be lost during a database failure or server restart. This can result in gaps in the identity value upon insert. If gaps are not acceptable then the application should use its own mechanism to generate key values. Using a sequence generator with the **NOCACHE** option can limit the gaps to transactions that are never committed.
* **Reuse of values** - For a given identity property with specific seed/increment, the identity values are not reused by the engine. If a particular insert statement fails or if the insert statement is rolled back then the consumed identity values are lost and will not be generated again. This can result in gaps when the subsequent identity values are generated.

These restrictions are part of the design in order to improve performance, and because they are acceptable in many common situations. If you cannot use identity values because of these restrictions, create a separate table holding a current value and manage access to the table and number assignment with your application.

If a table with an identity column is published for replication, the identity column must be managed in a way that is appropriate for the type of replication used. For more information, see [Replicate Identity Columns](https://docs.microsoft.com/en-us/sql/relational-databases/replication/publish/replicate-identity-columns?view=sql-server-ver15).

Only one identity column can be created per table.

**Example:**

USE AdventureWorks2012;

IF OBJECT\_ID ('dbo.new\_employees', 'U') IS NOT NULL

DROP TABLE new\_employees;

GO

CREATE TABLE new\_employees

(

id\_num int IDENTITY(1,1),

fname varchar (20),

minit char(1),

lname varchar(30)

);

INSERT new\_employees

(fname, minit, lname)

VALUES

('Karin', 'F', 'Josephs');

INSERT new\_employees

(fname, minit, lname)

VALUES

('Pirkko', 'O', 'Koskitalo');

#### INSERT VALUES

With the INSERT VALUES statement, you can insert one or more rows into

a target table based on value expressions. Here’s an example for a statement

inserting one row into the Sales.MyOrderValues table:

INSERT INTO Sales.MyOrders(custid, empid, orderdate,

shipcountry, freight)

VALUES(2, 19, '20170620', N'USA', 30.00);

Specifying the target column names after the table name is optional but

considered a best practice. That’s because it enables you to control the source

value to target column association, irrespective of the order in which the

columns were defined in the table.

Without the target column list, you must specify the values in column

definition order. If the underlying table definition changes but the INSERT

statements aren’t modified accordingly, this can result in either errors, or

worse, values written to the wrong columns.

The INSERT VALUES statement does not specify a value for a column

with an identity property because the property generates the value for the

column automatically. Observe that the previous statement doesn’t specify

the orderid column. If you do want to provide your own value instead of

letting the identity property do it for you, you need to first turn on a session

option called IDENTITY\_INSERT, as follows:

SET IDENTITY\_INSERT <table> ON;

When you’re done, you need to remember to turn it off.

Note that in order to use this option, you need quite strong permissions;

you need to be the owner of the table or have ALTER permissions on the

table.

Besides using the identity property, there are other ways for a column to

get its value automatically in an INSERT statement. A column can have a

default constraint associated with it like the orderdate column in the

Sales.MyOrders table. If the INSERT statement doesn’t specify a value for

the column explicitly, SQL Server will use the default expression to generate

that value. For example, the following statement doesn’t specify a value for

orderdate, and therefore SQL Server uses the default expression:

INSERT INTO Sales.MyOrders(custid, empid, shipcountry,

freight)

VALUES(3, 11, N'USA', 10.00);

Another way to achieve the same behavior is to specify the column name

in the names list and the keyword DEFAULT in the respective element in the

VALUES list. Here’s an INSERT example demonstrating this:

INSERT INTO Sales.MyOrders(custid, empid, orderdate,

shipcountry, freight)

VALUES(3, 17, DEFAULT, N'USA', 30.00);

If you don’t specify a value for a column, SQL Server first checks whether

the column gets its value automatically—for example, from an identity

property or a default constraint. If that’s not the case, SQL Server checks

whether the column allows NULLs, in which case it assumes a NULL. If

that’s not the case, SQL Server generates an error.

The INSERT VALUES statement doesn’t limit you to inserting only one

row; rather, it enables you to insert multiple rows. Simply separate the rows

with commas, as follows:

INSERT INTO Sales.MyOrders(custid, empid, orderdate,

shipcountry, freight) VALUES

(2, 11, '20170620', N'USA', 50.00),

(5, 13, '20170620', N'USA', 40.00),

(7, 17, '20170620', N'USA', 45.00);

Note that the entire statement is considered one transaction, meaning that if

any row fails to enter the target table, the entire statement fails and no row is

inserted.

To see the result of running all INSERT examples in this section, query the

table by using the following query:

SELECT \* FROM Sales.MyOrders;

#### INSERT SELECT

The INSERT SELECT statement inserts the result set returned by a query

into the specified target table. As with INSERT VALUES, the INSERT

SELECT statement supports optionally specifying the target column names.

Also, you can omit columns that get their values automatically from an

identity property, default constraint, or when allowing NULLs.

As an example, the following code inserts into the Sales.MyOrders table

the result of a query against Sales.Orders returning orders shipped to

customers in Norway:

SET IDENTITY\_INSERT Sales.MyOrders ON;

INSERT INTO Sales.MyOrders(orderid, custid, empid,

orderdate, shipcountry, freight)

SELECT orderid, custid, empid, orderdate,

shipcountry, freight

FROM Sales.Orders

WHERE shipcountry = N'Norway';

SET IDENTITY\_INSERT Sales.MyOrders OFF;

The code turns on the IDENTITY\_INSERT option against Sales.MyOrders

in order to use the original order IDs and not let the identity property generate

those.

Setting IDENTITY\_INSERT to OFF causes the current identity value of

the table to be set to the current maximum value in the identity column. In

our example, the current identity value was set to 11015. If you now add

another row to the table, the order ID will be set to 11016.

#### INSERT EXEC

With the INSERT EXEC statement, you can insert the result set (or sets)

returned by a dynamic batch or a stored procedure into the specified target

table. Much like the INSERT VALUES and INSERT SELECT statements,

INSERT EXEC supports specifying an optional target column list, and allows

omitting columns that accept their values automatically.

To demonstrate the INSERT EXEC statement, the following example uses

a procedure called Sales.OrdersForCountry, which accepts a ship country as

input and returns orders shipped to the input country. Run the following code

to create the Sales.OrdersForCountry procedure:

DROP PROC IF EXISTS Sales.OrdersForCountry;

GO

CREATE PROC Sales.OrdersForCountry

@country AS NVARCHAR(15)

AS

SELECT orderid, custid, empid, orderdate, shipcountry,

freight

FROM Sales.Orders

WHERE shipcountry = @country;

GO

Run the following code to invoke the stored procedure with Portugal as the

input country, and insert the result of the procedure into the Sales.MyOrders

table:

SET IDENTITY\_INSERT Sales.MyOrders ON;

INSERT INTO Sales.MyOrders(orderid, custid, empid,

orderdate, shipcountry, freight)

EXEC Sales.OrdersForCountry

@country = N'Portugal';

SET IDENTITY\_INSERT Sales.MyOrders OFF;

Here as well, the code turns on the IDENTITY\_INSERT option against the

target table so that the INSERT statement can specify the values for the

identity column instead of letting the property assign those.

INSERT EXEC works even when the source dynamic batch or stored

procedure has more than one query. But that’s as long as all queries return

result sets that are compatible with the target table definition.

#### SELECT INTO

The SELECT INTO statement involves a query (the SELECT part) and a

target table (the INTO part). The statement creates the target table based on

the definition of the source and inserts the result rows from the query into

that table. The statement copies from the source some aspects of the data

definition like the column names, types, nullability, and identity property, in

addition to the data itself. Certain aspects of the data definition aren’t copied

like indexes, constraints, triggers, permissions, and others. If you want to

include these aspects, you need to script them from the source and apply

them to the target.

The following code shows an example for a SELECT INTO statement that

queries the Sales. Orders table returning orders shipped to Norway, creates a

target table called Sales.MyOrders, and stores the query’s result in the target

table:

DROP TABLE IF EXISTS Sales.MyOrders;

SELECT orderid, custid, orderdate, shipcountry, freight

INTO Sales.MyOrders

FROM Sales.Orders

WHERE shipcountry = N'Norway';

As mentioned, the SELECT INTO statement creates the target table based

on the definition of the source. You don’t have direct control over the

definition of the target. If you want target columns to be defined different

than the source, you need to apply some manipulation.

For example, the source orderid column has an identity property, and

hence the target column is defined with an identity property as well. If you

want the target column not to have the property, you need to apply some kind

of manipulation, like orderid + 0 AS orderid. Note that after you apply

manipulation, the target column definition allows NULLs. If you want the

target column to be defined as not allowing NULLs, you need to use the

ISNULL function, returning a non-NULL value in case the source is a

NULL. This is just an artificial expression that lets SQL Server know that the

outcome cannot be NULL and, hence, the column can be defined as not

enabling NULLs. For example, you could use an expression such as this one:

ISNULL(orderid + 0, -1) AS orderid.

Similarly, the source custid column is defined in the source as allowing

NULLs. To make the target column be defined as NOT NULL, use the

expression ISNULL(custid, -1) AS custid.

If you want the target column’s type to be different than the source, you

can use the CAST or CONVERT functions. But remember that in such a

case, the target column definition enables NULLs even if the source column

disallowed NULLs, because you applied manipulation to the source column.

As with the previous examples, you can use the ISNULL function to make

SQL Server define the target column as not enabling NULLs. For example, to

convert the orderdate column from its source type DATETIME to DATE in

the target, and disallow NULLs, use the expression

ISNULL(CAST(orderdate AS DATE), ‘19000101’) AS orderdate.

To put it all together, the following code uses a query similar to the

previous example, only defining the orderid column without the identity

property as NOT NULL, the custid column as NOT NULL, and the orderdate

column as DATE NOT NULL:

DROP TABLE IF EXISTS Sales.MyOrders;

SELECT

ISNULL(orderid + 0, -1) AS orderid, -- get rid of

-- identity property

-- make column NOT NULL

ISNULL(custid, -1) AS custid, -- make column NOT NULL

empid,

ISNULL(CAST(orderdate AS DATE), '19000101') AS

orderdate,

shipcountry, freight

INTO Sales.MyOrders

FROM Sales.Orders

WHERE shipcountry = N'Norway';

Remember that SELECT INTO does not copy constraints from the source

table, so if you need those, it’s your responsibility to define them in the

target. For example, the following code defines a primary key constraint in

the target table:

ALTER TABLE Sales.MyOrders

ADD CONSTRAINT PK\_MyOrders PRIMARY KEY(orderid);

One of the benefits of using SELECT INTO is that when the database’s

recovery model is not set to full, but instead to either simple or bulk logged,

the statement uses an optimized logging mode. This can potentially result in a

faster insert compared to when full logging is used.

Also, remember that SELECT INTO involves both creating a table and

populating it with data. This means that both the metadata related to the target

table and the data are exclusively locked until the SELECT INTO transaction

finishes. As a result, you can run into blocking situations due to conflicts

related to both data and metadata access.

Generate new table without data, just the structure of another table.

SELECT TOP 0

Order\_Id = ordered

, Cust\_Id = custid

, Order\_Date = orderdate

, Ship\_Country = shipcountry

, freight

INTO Sales.MyOrders

FROM Sales.Orders

When you are done, run the following code for cleanup:

DROP TABLE IF EXISTS Sales.MyOrders;

### UPDATE statement

T-SQL supports the standard UPDATE statement, which enables you to

update existing rows in a table. The standard UPDATE statement has the

following form:

UPDATE <target table>

SET <col 1> = <expression 1>,

...,

<col n> = <expression n>

WHERE <predicate>;

You specify the target table name in the UPDATE clause. If you want to

filter a subset of rows, you indicate a WHERE clause with a predicate. Only

rows for which the predicate evaluates to true are updated. Rows for which

the predicate evaluates to false or unknown are not affected. An UPDATE

statement without a WHERE clause affects all rows. You assign values to

target columns in the SET clause. The source expressions can involve

columns from the table, in which case their values before the update are used.

As an example, you modify rows in the Sales.MyOrderDetails table

representing order lines associated with order 10251. First, query those rows

to examine their state prior to the update:

SELECT \*

FROM Sales.MyOrderDetails

WHERE orderid = 10251;

You get the following output:

orderid productid unitprice qty discount

----------- ----------- --------------------- ------ -----

----

10251 22 16.80 6 0.050

10251 57 15.60 15 0.050

10251 65 16.80 20 0.000

The following code demonstrates an UPDATE statement that adds a five

percent discount to these order lines:

UPDATE Sales.MyOrderDetails

SET discount += 0.05

WHERE orderid = 10251;

Notice the use of the compound assignment operator discount += 0.05.

This assignment is equivalent to discount = discount + 0.05. T-SQL supports

such enhanced operators for all binary assignment operators: += (add), -=

(subtract), \*= (multiply), /= (divide), %= (modulo), &= (bitwise and), |=

(bitwise or), ^= (bitwise xor), += (concatenate).

Query again the order lines associated with order 10251 to see their state

after the update:

SELECT \*

FROM Sales.MyOrderDetails

WHERE orderid = 10251;

You get the following output showing an increase of five percent in the

discount:

orderid productid unitprice qty discount

----------- ----------- --------------------- ------ -----

----

10251 22 16.80 6 0.100

10251 57 15.60 15 0.100

10251 65 16.80 20 0.050

Use the following code to reduce the discount in the aforementioned order

lines by five percent:

UPDATE Sales.MyOrderDetails

SET discount -= 0.05

WHERE orderid = 10251;

These rows should now be back to their original state before the first

update.

**UPDATE based on join**

Standard SQL doesn’t support using joins in UPDATE statements, but TSQL

does. The idea is that you might want to update rows in a table, and

refer to related rows in other tables for filtering and assignment purposes.

As an example, suppose that you want to add a five percent discount to

order lines associated with orders placed by customers from Norway. The

rows you need to modify are in the Sales.MyOrderDetails table. But the

information you need to examine for filtering purposes is in rows in the

Sales.MyCustomers table. In order to match a customer with its related order

lines, you need to join Sales.MyCustomers with Sales.MyOrders, and then

join the result with Sales.MyOrderDetails. Note that it’s not sufficient to

examine the shipcountry column in Sales. MyOrders; instead, you must

check the country column in Sales.MyCustomers.

Based on your knowledge of joins, if you wanted to write a SELECT

statement returning the order lines that are the target for the update, you

would write a query like the following one:

SELECT OD.\*

FROM Sales.MyCustomers AS C

INNER JOIN Sales.MyOrders AS O

ON C.custid = O.custid

INNER JOIN Sales.MyOrderDetails AS OD

ON O.orderid = OD.orderid

WHERE C.country = N'Norway';

This query identifies 16 order lines, all currently with a discount value of

0.000.

In order to perform the desired update, simply replace the SELECT clause

from the last query with an UPDATE clause, indicating the alias of the table

that is the target for the

UPDATE (OD in this case), and the assignment in the SET clause, as

follows:

UPDATE OD

SET OD.discount += 0.05

FROM Sales.MyCustomers AS C

INNER JOIN Sales.MyOrders AS O

ON C.custid = O.custid

INNER JOIN Sales.MyOrderDetails AS OD

ON O.orderid = OD.orderid

WHERE C.country = N'Norway';

Note that you can refer to elements from all tables involved in the

statement in the source expressions, but you’re allowed to modify only one

target table at a time. Rerun the SELECT query to examine the affected order

lines, and you find that they now have a discount value of 0.050.

To get the previous order lines back to their original state, run an UPDATE

statement that reduces the discount by five percent:

UPDATE OD

SET OD.discount -= 0.05

FROM Sales.MyCustomers AS C

INNER JOIN Sales.MyOrders AS O

ON C.custid = O.custid

INNER JOIN Sales.MyOrderDetails AS OD

ON O.orderid = OD.orderid

WHERE C.country = N'Norway';

**Nondeterministic UPDATE**

You should be aware that the proprietary T-SQL UPDATE syntax based on

joins could be nondeterministic. The statement is nondeterministic when

multiple source rows match one target row. Unfortunately, in such a case,

SQL Server doesn’t generate an error or even a warning. Instead, SQL Server

silently performs a nondeterministic UPDATE where it arbitrarily chooses

one of the source rows.

As an example, the following query matches customers with their related

orders, returning the customers’ postal codes, as well as shipping postal codes

from related orders:

SELECT C.custid, C.postalcode, O.shippostalcode

FROM Sales.MyCustomers AS C

INNER JOIN Sales.MyOrders AS O

ON C.custid = O.custid

ORDER BY C.custid;

This query generates the following output:

custid postalcode shippostalcode

----------- ---------- --------------

1 10092 10154

1 10092 10156

1 10092 10155

1 10092 10154

1 10092 10154

1 10092 10154

2 10077 10182

2 10077 10181

...

Each customer row is repeated in the output for each matching order. This

means that each customer’s only postal code is repeated in the output as

many times as the number of matching orders. It’s important for the purposes

of this example to remember that there is only one postal code per customer.

The shipping postal code is associated with an order, so as you can realize,

there can be multiple distinct shipping postal codes per customer. With this in

mind, consider the following UPDATE statement:

UPDATE C

SET C.postalcode = O.shippostalcode

FROM Sales.MyCustomers AS C

INNER JOIN Sales.MyOrders AS O

ON C.custid = O.custid;

There are 89 customers that have matching orders—some with multiple

matches. SQL Server doesn’t generate an error though; instead it arbitrarily

chooses for each target row which source row is to be considered for the

update, returning the following message:

(89 row(s) affected)

Query the rows from the Sales.Customers table after the update:

SELECT custid, postalcode

FROM Sales.MyCustomers

ORDER BY custid;

This generated the following output on one system, but your results could

be different:

custid postalcode

----------- ----------

1 10154

2 10182

...

(91 row(s) affected)

Note that the table has 91 rows, but because only 89 of those customers

have related orders, the previous UPDATE statement affected 89 rows.

As to which source row gets chosen for each target row, the choice isn’t

exactly random, but arbitrary; in other words, it’s optimization-dependent. At

any rate, you do not have any logical elements in the language to control this

choice. The recommended approach is simply not to use such

nondeterministic UPDATE statements, rather have logic in your solution to

break ties.

For example, suppose that you want to update the customer’s postal code

with the shipping postal code from the customer’s first order (based on the

sort order of orderdate, orderid). You can achieve this using the following

code:

UPDATE C

SET C.postalcode = A.shippostalcode

FROM Sales.MyCustomers AS C

CROSS APPLY (SELECT TOP (1) O.shippostalcode

FROM Sales.MyOrders AS O

WHERE O.custid = C.custid

ORDER BY orderdate, orderid) AS A;

The APPLY operator applies a subquery that identifies its most recent order.

SQL Server generates the following message:

(89 row(s) affected)

Query the Sales.MyCustomers table after the update:

SELECT custid, postalcode

FROM Sales.MyCustomers

ORDER BY custid;

You get the following output:

custid postalcode

----------- ----------

1 10154

2 10180

...

(91 row(s) affected)

If you want to use the most-recent order as the source for the update,

simply use descending sort order in both columns: ORDER BY orderdate

DESC, orderid DESC.

**UPDATE with a variable**

Sometimes you need to modify a row and also collect the result of the

modified columns into variables. You can handle such a need with a

combination of UPDATE and SELECT statements, but this would require

two visits to the row. T-SQL supports a specialized UPDATE syntax that

allows achieving the task by using one statement and one visit to the row.

As an example, run the following query to examine the current state of the

order line associated with order 10250 and product 51:

SELECT \*

FROM Sales.MyOrderDetails

WHERE orderid = 10250

AND productid = 51;

This code generates the following output:

orderid productid unitprice qty discount

----------- ----------- --------------------- ------ -----

----

10250 51 42.40 35 0.150

Suppose that you need to modify the row, increasing the discount by five

percent, and collect the new discount into a variable called @newdiscount.

You can achieve this using a single UPDATE statement, as follows.

DECLARE @newdiscount AS NUMERIC(4, 3) = NULL;

UPDATE Sales.MyOrderDetails

SET @newdiscount = discount += 0.05

WHERE orderid = 10250

AND productid = 51;

SELECT @newdiscount;

As you can see, the UPDATE and WHERE clauses are similar to those

you use in normal UPDATE statements. But the SET clause uses the

assignment @newdiscount = discount += 0.05, which is equivalent to using

@newdiscount = discount = discount + 0.05. The statement assigns the result

of discount + 0.05 to discount, and then assigns the result to the variable

@newdiscount. The last SELECT statement in the code returns the new

discount 0.200.

When you’re done, issue the following code to undo the last change:

UPDATE Sales.MyOrderDetails

SET discount -= 0.05

WHERE orderid = 10250

AND productid = 51;

**UPDATE all-at-once**

Earlier in the book as part of the discussion about logical query processing I

explained that expressions that appear in the same logical phase are treated as

a set, in an *all-at-once* manner. The all-at-once concept also has implications

on UPDATE statements. To demonstrate those implications, this section uses

a table called T1. Use the following code to create the table T1 and insert a

row into it:

DROP TABLE IF EXISTS dbo.T1;

CREATE TABLE dbo.T1

(

keycol INT NOT NULL

CONSTRAINT PK\_T1 PRIMARY KEY,

col1 INT NOT NULL,

col2 INT NOT NULL

);

INSERT INTO dbo.T1(keycol, col1, col2) VALUES(1, 100, 0);

Next, examine the following code but don’t run it yet:

DECLARE @add AS INT = 10;

UPDATE dbo.T1

SET col1 += @add, col2 = col1

WHERE keycol = 1;

SELECT \* FROM dbo.T1;

Can you guess what should be the value of col2 in the modified row after

the update? If you guessed 110, you were not thinking of the assignments as a

set, all-at-once. All assignments use the original values of the row as the

source values, irrespective of their order of appearance. So the assignment

col2 = col1 doesn’t get the col1 value after the change, but rather before the

change—namely 100. To verify this, run the previous code.

You get the following output:

keycol col1 col2

----------- ----------- -----------

1 110 100

When you’re done, run the following code for cleanup:

DROP TABLE IF EXISTS dbo.T1;

### **Deleting data**

T-SQL supports two statements that you can use to delete rows from a table:

DELETE and TRUNCATE TABLE.

As a reminder, the sample data involves the tables

Sales.MyCustomers, Sales.MyOrders, and Sales.MyOrderDetails, which are

initially created as copies of the tables Sales.Customers, Sales.Orders, and

Sales.OrderDetails, respectively. Use the following code to recreate tables

and repopulate them with sample data:

DROP TABLE IF EXISTS Sales.MyOrderDetails, Sales.MyOrders,

Sales.MyCustomers;

SELECT \* INTO Sales.MyCustomers FROM Sales.Customers;

ALTER TABLE Sales.MyCustomers

ADD CONSTRAINT PK\_MyCustomers PRIMARY KEY(custid);

SELECT \* INTO Sales.MyOrders FROM Sales.Orders;

ALTER TABLE Sales.MyOrders

ADD CONSTRAINT PK\_MyOrders PRIMARY KEY(orderid);

SELECT \* INTO Sales.MyOrderDetails FROM

Sales.OrderDetails;

ALTER TABLE Sales.MyOrderDetails

ADD CONSTRAINT PK\_MyOrderDetails PRIMARY KEY(orderid,

productid);

#### **DELETE statement**

With the DELETE statement, you can delete rows from a table. You can

optionally specify a predicate to restrict the rows to be deleted. The general

form of a DELETE statement looks like the following:

DELETE FROM <table>

WHERE <predicate>;

If you don’t specify a predicate, all rows from the target table are deleted.

As with unqualified updates, you need to be especially careful about

accidentally deleting all rows by highlighting only the DELETE part of the

statement, missing the WHERE part.

The following example deletes all order lines containing product ID 11

from the Sales.MyOrderDetails table:

DELETE FROM Sales.MyOrderDetails

WHERE productid = 11;

You get a message indicating that 38 rows were affected.

The tables used by the examples in this chapter are very small, but in a

more realistic production environment, the volumes of data are likely to be

much bigger. A DELETE statement is fully logged and as a result, large deletes can take a long time to complete, and much longer to roll back if you need to terminate them.

Such large deletes can cause the transaction log to increase in size

dramatically during the process. They can also result in lock escalation,

meaning that SQL Server escalates fine-grained locks like row or page locks

to a full-blown table lock. Such escalation can result in blocking access to all

table data by other processes.

To prevent the aforementioned problems from happening, you can split

your large delete into smaller chunks. You can achieve this by using a

DELETE statement with a TOP option that limits the number of affected

rows in a loop. Here’s an example for implementing such a solution:

WHILE 1 = 1

BEGIN

DELETE TOP (1000) FROM Sales.MyOrderDetails

WHERE productid = 12;

IF @@rowcount < 1000 BREAK;

END

As you can see, the code uses an infinite loop (WHILE 1 = 1 is always

true). In each iteration, a DELETE statement with a TOP option limits the

number of affected rows to no more than 1,000 at a time. Then the IF

statement checks if the number of affected rows is less than 1,000; in such a

case, the last iteration deleted the last chunk of qualifying rows. After the last

chunk of rows has been deleted, the code breaks from the loop. With this

sample data, there are only 14 qualifying rows in total. So if you run this

code, it is done after one round, break from the loop, and return. But with a

large number of qualifying rows, say, millions, you’d very likely be better off

with such a solution.

#### **TRUNCATE TABLE statement**

TRUNCATE TABLE is an optimized statement that deletes all rows from the

target table or partition. Unlike the DELETE statement, the TRUNCATE

TABLE statement doesn’t support a filter. Also, whereas the DELETE

statement is fully logged and therefore tends to be quite slow, the

TRUNCATE table statement uses an optimized logging mode and therefore

is significantly faster.

For example, the following statement truncates the table Sales.MyOrderDetails:

TRUNCATE TABLE Sales.MyOrderDetails;

Suppose that you had a partitioned table called MyTable and you wanted

to truncate partitions 1, 2 and 11 to 20. You would achieve this with the

following code:

TRUNCATE TABLE MyTable WITH ( PARTITIONS(1, 2, 11 TO 20)

);

Besides the performance difference and the fact that TRUNCATE TABLE

doesn’t support a filter, there are a few additional differences compared to the

DELETE statement:

* You cannot assign direct TRUNCATE TABLE permissions, rather at minimum you need ALTER permission on the target table. A common workaround is to place the TRUNCATE TABLE statement in a module, like a stored procedure, and assign the required permission to the module using the EXECUTE AS clause.
* If there’s a column with an identity property in the target table, DELETE doesn’t reset the property whereas TRUNCATE TABLE does.
* If there are any foreign keys pointing to the target table, a DELETE statement is supported as long as there are no related rows in the referencing table, but a TRUNCATE TABLE statement isn’t. You need to first drop the foreign keys, truncate the table, and then recreate the foreign keys.
* If there are any indexed views based on the table, a DELETE statement is supported whereas a TRUNCATE TABLE statement isn’t.

Clearly, if you need to delete all rows from a table or a partition but leave

the table definition in place, the recommended tool to use is the TRUNCATE

TABLE statement.

**DELETE based on a join**

Much like the proprietary syntax that T-SQL supports for an UPDATE

statement based on a join, T-SQL supports similar syntax for a DELETE

statement based on a join. The idea is to allow you to delete rows from one

table based on the presence of related rows in other tables, with the ability to

apply a filter predicate that is based on attributes in the related tables.

As an example, the following statement deletes orders placed by customers

from the US:

DELETE FROM O

FROM Sales.MyOrders AS O

INNER JOIN Sales.MyCustomers AS C

ON O.custid = C.custid

WHERE C.country = N'USA';

Notice that there are two FROM clauses. The second is mandatory and is

similar to the FROM clause in a SELECT statement. That’s where you apply

table operators like joins. The first FROM clause appears right after the

DELETE clause and is optional. That’s where you specify the target for the

delete. In our case it’s the alias O representing the Sales.MyOrders table.

When you’re done, run the following code for cleanup:

DROP TABLE IF EXISTS Sales.MyOrderDetails, Sales.MyOrders,

Sales.MyCustomers;

### **Merging data**

With the MERGE statement, you can merge data from a source table into a

target table. The statement has many practical uses in both online transaction

processing (OLTP) scenarios and in data warehousing ones. As an example

of an OLTP use case, suppose that you have a table that isn’t updated directly

by your application; instead, you get the delta of changes periodically from

an external system. You first load the delta of changes into a staging table,

and then use the staging table as the source for the merge operation into the

target.

As an example for a data warehousing scenario, suppose that you maintain

aggregated views of the data in your data warehouse. Using the MERGE

statement, you can apply changes that were applied to detail rows into the

aggregated form.

These are just a couple of typical use cases; there are many more. This

lesson describes the MERGE statement and its different options, and

demonstrates its use through examples.

**Using the MERGE statement**

With the MERGE statement, you can merge data from a source table or table

expression into a target table. This statement is mostly standard, with one

proprietary extension by Microsoft of a clause called WHEN NOT

MATCHED BY SOURCE. The general form of the MERGE statement is as

follows:

MERGE INTO <target table> AS TGT

USING <SOURCE TABLE> AS SRC

ON <merge predicate>

WHEN MATCHED [AND <predicate>] -- two clauses allowed:

THEN <action> -- one with UPDATE one with DELETE

WHEN NOT MATCHED [BY TARGET] [AND <predicate>] -- one

--clause allowed:

THEN INSERT... –- if indicated, action must be INSERT

WHEN NOT MATCHED BY SOURCE [AND <predicate>] -- two

--clauses allowed:

THEN <action>; -- one with UPDATE one with DELETE

The following are the clauses of the statement and their roles:

**MERGE INTO <target table>** This clause defines the target table for

the operation. You can alias the table in this clause if you want.

**USING <source table>** This clause defines the source table for the

operation. You can alias the table in this clause if you want. Note that

the USING clause is designed similar to a FROM clause in a SELECT

query, meaning that in this clause you can define table operators like

joins, refer to a table expression like a derived table or a common table

expression (CTE), or even refer to a table function like

OPENROWSET. The outcome of the USING clause is eventually a

table result, and that table is considered the source of the merge

operation.

**ON <merge predicate>** In this clause, you specify a predicate that

matches rows between the source and the target and defines whether a

source row is or isn’t matched by a target row. Note that this clause

isn’t a filter like the ON clause in a join.

**WHEN MATCHED [AND <predicate>] THEN <action>** This

clause defines an action to take when a source row is matched by a

target row. Because a target row exists, an INSERT action isn’t allowed

in this clause. The two actions that are enabled are UPDATE and

DELETE. If you want to apply different actions in different conditions,

you can specify two WHEN MATCHED clauses, each with a different

additional predicate to determine when to apply an UPDATE and when

to apply a DELETE.

**WHEN NOT MATCHED [BY TARGET] [AND <predicate>]**

**THEN <action>**

This clause defines what action to take when a source row is not

matched by a target row. Because a target row does not exist, the only

action allowed in this clause (if you choose to include this clause in the

statement) is INSERT. Using UPDATE or DELETE holds no meaning

when a target row doesn’t exist. You can still add an additional

predicate that must be true in order to perform the action.

**WHEN NOT MATCHED BY SOURCE [AND <predicate>] THEN**

**<action>**

This clause is a proprietary extension by Microsoft to the standard

MERGE statement syntax. It defines an action to take when a target

row exists, but it is not matched by a source row. Because a target row

exists, you can apply either an UPDATE or a DELETE, but not an

INSERT. If you want, you can have two such clauses with different

additional predicates that define when to use an UPDATE and when to

use a DELETE.

To demonstrate examples of the MERGE statement, this section uses the

Sales.MyOrders table and the Sales.SeqOrderIDs sequence. Use the

following code to create these objects.

DROP TABLE IF EXISTS Sales.MyOrders;

DROP SEQUENCE IF EXISTS Sales.SeqOrderIDs;

CREATE SEQUENCE Sales.SeqOrderIDs AS INT

MINVALUE 1

CACHE 10000;

CREATE TABLE Sales.MyOrders

(

orderid INT NOT NULL

CONSTRAINT PK\_MyOrders\_orderid PRIMARY KEY

CONSTRAINT DFT\_MyOrders\_orderid

DEFAULT(NEXT VALUE FOR Sales.SeqOrderIDs),

custid INT NOT NULL

CONSTRAINT CHK\_MyOrders\_custid CHECK(custid > 0),

empid INT NOT NULL

CONSTRAINT CHK\_MyOrders\_empid CHECK(empid > 0),

orderdate DATE NOT NULL

);

Notice that the sequence is defined to start with the value 1, and uses a

cache size of 10,000 for performance reasons. The cache size defines how

frequently to write a recoverable value to disk. To request a new key from the

sequence, you use the function NEXT VALUE FOR <sequence\_name>. Our

code defines a default constraint with the function call for the orderid column

to automate the creation of keys when new rows are inserted.

Suppose that you need to define a stored procedure that accepts as input

parameters attributes of an order. If an order with the input order ID already

exists in the Sales.MyOrders table, you need to update the row, setting the

values of the nonkey columns to the new ones. If the order ID doesn’t exist in

the target table, you need to insert a new row. Because this book doesn’t

cover stored procedures until Chapter 3, the examples in this section use local

variables for now. A MERGE statement in a stored procedure simply refers

to the procedure’s input parameters instead of the local variables.

The first things to identify in a MERGE statement are the target and the

source tables. The target is easy—it’s the Sales.MyOrders table. The source

is supposed to be a table or table expression, but in this case, it’s just a set of

input parameters making an order. To turn the inputs into a table expression,

you can define a derived table based on the VALUES clause, which is also

known as a table value constructor. The following MERGE statement updates

the target row if the source key exists in the target, and inserts a new row if it

doesn’t:

DECLARE

@orderid AS INT = 1, @custid AS INT = 1,

@empid AS INT = 2, @orderdate AS DATE = '20170212';

MERGE INTO Sales.MyOrders WITH (SERIALIZABLE) AS TGT

USING (VALUES(@orderid, @custid, @empid, @orderdate))

AS SRC( orderid, custid, empid, orderdate)

ON SRC.orderid = TGT.orderid

WHEN MATCHED THEN

UPDATE

SET TGT.custid = SRC.custid,

TGT.empid = SRC.empid,

TGT.orderdate = SRC.orderdate

WHEN NOT MATCHED THEN

INSERT VALUES(SRC.orderid, SRC.custid, SRC.empid,

SRC.orderdate);

Observe that the MERGE predicate compares the source order ID with the

target order ID. When a match is found (the source order ID is matched by a

target order ID), the MERGE statement performs an UPDATE action that

updates the values of the nonkey columns in the target to those from the

respective source row.

When a match isn’t found (the source order ID is not matched by a target

order ID), the MERGE statement inserts a new row with the source order

information into the target.

### **Using the OUTPUT option**

T-SQL supports an OUTPUT clause for modification statements, which you

can use to return information from modified rows. You can use the output for

purposes like auditing, archiving and others.

I use the same Sales. MyOrders table and Sales.SeqOrderIDs sequence from the Merging data

section in my examples, so make sure you still have them around. Run the

following code to clear the table and reset the sequence start value to 1:

TRUNCATE TABLE Sales.MyOrders;

ALTER SEQUENCE Sales.SeqOrderIDs RESTART WITH 1;

The design of the OUTPUT clause is very similar to that of the SELECT

clause in the sense that you can specify expressions and assign them with

result column aliases. One difference from the SELECT clause is that, in the

OUTPUT clause, when you refer to columns from the modified rows, you

need to prefix the column names with the keywords *inserted* or *deleted*. Use

the prefix inserted when the rows are inserted rows and the prefix deleted

when they are deleted rows. In an UPDATE statement, inserted represents the

state of the rows after the update and deleted represents the state before the

update.

You can have the OUTPUT clause return a result set back to the caller

much like a SELECT does. Or you can add an INTO clause to direct the

output rows into a target table. In fact, you can have two OUTPUT clauses if

you like—the first with INTO directing the rows into a table, and the second

without INTO, returning a result set from the query. If you do use the INTO

clause, the target table cannot participate in either side of a foreign key

relationship and cannot have triggers defined on it.

**INSERT with OUTPUT**

The OUTPUT clause can be used in an INSERT statement to return

information from the inserted rows. An example for a practical use case is

when you have a multi-row INSERT statement that generates new keys by

using the identity property or a sequence, and you need to know which new

keys were generated.

For example, suppose that you need to query the Sales.Orders table and

insert orders shipped to Norway to the Sales.MyOrders table. You are not

going to use the original order IDs in the target rows; instead, let the

sequence object generate those for you. But you need to get back information

from the INSERT statement about which order IDs were generated, plus

additional columns from the inserted rows. To achieve this, simply add an

OUTPUT clause to the INSERT statement right before the query. List the

columns that you need to return from the inserted rows and prefix them with

the keyword inserted, as follows:

**Click here to view code image**

INSERT INTO Sales.MyOrders(custid, empid, orderdate)

OUTPUT

inserted.orderid, inserted.custid, inserted.empid,

inserted.orderdate

SELECT custid, empid, orderdate

FROM Sales.Orders

WHERE shipcountry = N'Norway';